**NLP**

Strings with a special syntax

* Allow us to match patterns in other strings
* Applications of regular expressions:
* Find all web links in a document
* Parse email addresses, remove/replace unwanted characters

In [1]: import re

In [2]: re.match('abc', 'abcdef')

Out[2]: <\_sre.SRE\_Match object; span=(0, 3), match='abc'>

In [3]: word\_regex = '\w+'

In [4]: re.match(word\_regex, 'hi there!') Out[4]: <\_sre.SRE\_Match object; span=(0, 2), match='hi'>

Common regex patterns (7)

| pattern | matches | example |
| --- | --- | --- |
| \w+ | word | 'Magic' |
| \d | digit | 9 |
| \s | space | ' ' |
| .\* | wildcard | 'username74' |
| + or \* | greedy match | 'aaaaaa' |
| \S | **not** space | 'no\_spaces' |
| [a-z] | lowercase group | 'abcdefg' |

# **Which pattern?**

Which of the following Regex patterns results in the following text?

>>> my\_string = "Let's write RegEx!"

>>> re.findall(PATTERN, my\_string)

['Let', 's', 'write', 'RegEx']

In the IPython Shell, try replacing PATTERN with one of the below options and observe the resulting output. The re module has been pre-imported for you and my\_string is available in your namespace.

##### **Instructions**

**50 XP**

##### **Possible Answers**

* PATTERN = r"\s+"
* PATTERN = r"\w+" **(A)**
* PATTERN = r"[a-z]"
* PATTERN = r"\w"

In [1]: my\_string = "Let's write RegEx!"

In [2]: import re

In [3]: re.findall(r"s+" , my\_string)

Out[3]: ['s']

In [4]: re.findall(r"w+" , my\_string)

Out[4]: ['w']

In [5]: re.findall(r"\w" , my\_string)

Out[5]: ['L', 'e', 't', 's', 'w', 'r', 'i', 't', 'e', 'R', 'e', 'g', 'E', 'x']

In [6]: re.findall(r"[a-z]" , my\_string)

Out[6]: ['e', 't', 's', 'w', 'r', 'i', 't', 'e', 'e', 'g', 'x']

In [7]: re.findall(r"\w" , my\_string)

Out[7]: ['L', 'e', 't', 's', 'w', 'r', 'i', 't', 'e', 'R', 'e', 'g', 'E', 'x']

In [8]: re.findall(r"\w+" , my\_string)

Out[8]: ['Let', 's', 'write', 'RegEx']

# **Practicing regular expressions: re.split() and re.findall()**

Now you'll get a chance to write some regular expressions to match digits, strings and non-alphanumeric characters. Take a look at my\_string first by printing it in the IPython Shell, to determine how you might best match the different steps.

Note: It's important to prefix your regex patterns with r to ensure that your patterns are interpreted in the way you want them to. Else, you may encounter problems to do with escape sequences in strings. For example, "\n" in Python is used to indicate a new line, but if you use the r prefix, it will be interpreted as the raw string "\n" - that is, the character "\" followed by the character "n" - and not as a new line.

The regular expression module re has already been imported for you.

Remember from the video that the syntax for the regex library is to always to pass the **pattern first**, and then the **string second**.

##### **Instructions**

**100 XP**

##### **Instructions**

**100 XP**

* Split my\_string on each sentence ending. To do this:
  + Write a pattern called sentence\_endings to match sentence endings (.?!).
  + Use re.split() to split my\_string on the pattern and print the result.
* Find and print all capitalized words in my\_string by writing a pattern called capitalized\_words and using re.findall().
  + Remember the [a-z] pattern shown in the video to match lowercase groups? Modify that pattern appropriately in order to match uppercase groups.
* Write a pattern called spaces to match one or more spaces ("\s+") and then use re.split() to split my\_string on this pattern, keeping all punctuation intact. Print the result.
* Find all digits in my\_string by writing a pattern called digits ("\d+") and using re.findall(). Print the result.

# Write a pattern to match sentence endings: sentence\_endings

sentence\_endings = r"[.?!]"

# Split my\_string on sentence endings and print the result

print(re.split(sentence\_endings , my\_string))

# Find all capitalized words in my\_string and print the result

capitalized\_words = r"[A-Z]\w+"

print(re.findall(capitalized\_words , my\_string))

# Split my\_string on spaces and print the result

spaces = r"\s+"

print(re.split(spaces , my\_string))

# Find all digits in my\_string and print the result

digits = r"\d+"

print(re.findall(digits , my\_string))

<script.py> output:

["Let's write RegEx", " Won't that be fun", ' I sure think so', ' Can you find 4 sentences', ' Or perhaps, all 19 words', '']

['Let', 'RegEx', 'Won', 'Can', 'Or']

["Let's", 'write', 'RegEx!', "Won't", 'that', 'be', 'fun?', 'I', 'sure', 'think', 'so.', 'Can', 'you', 'find', '4', 'sentences?', 'Or', 'perhaps,', 'all', '19', 'words?']

['4', '19']

In [3]: r"[a-z]"

Out[3]: '[a-z]'

In [4]: my\_string

Out[4]: "Let's write RegEx! Won't that be fun? I sure think so. Can you find 4 sentences? Or perhaps, all 19 words?"

What is tokenization?

* Turning a string or document into **tokens** (smaller chunks)
* One step in preparing a text for NLP
* Many different theories and rules
* You can create your own rules using regular expressions
* Some examples:
  + Breaking out words or sentences
  + Separating punctuation
  + Separating all hashtags in a tweet

Why tokenize?

* Easier to map part of speech
* Matching common words
* Removing unwanted tokens
* "I don't like Sam's shoes."
* "I", "do", "n't", "like", "Sam", "'s", "shoes", "."

Other nltk tokenizers

* sent\_tokenize: tokenize a document into sentences
* regexp\_tokenize: tokenize a string or document based on a regular expression pattern
* TweetTokenizer: special class just for tweet tokenization, allowing you to separate hashtags, mentions and lots of exclamation points!!!

More regex practice

* Difference between re.search() and re.match()

In [1]: import re

In [2]: re.match('abc', 'abcde')

Out[2]: <\_sre.SRE\_Match object; span=(0, 3), match='abc'>

In [3]: re.search('abc', 'abcde')

Out[3]: <\_sre.SRE\_Match object; span=(0, 3), match='abc'>

In [4]: re.match('cd', 'abcde')

In [5]: re.search('cd', 'abcde')

Out[5]: <\_sre.SRE\_Match object; span=(2, 4), match='cd'>

# **Word tokenization with NLTK**

Here, you'll be using the first scene of Monty Python's Holy Grail, which has been pre-loaded as scene\_one. Feel free to check it out in the IPython Shell!

Your job in this exercise is to utilize word\_tokenize and sent\_tokenize from nltk.tokenize to tokenize both words and sentences from Python strings - in this case, the first scene of Monty Python's Holy Grail.

##### **Instructions**

**100 XP**

* Import the sent\_tokenize and word\_tokenize functions from nltk.tokenize.
* Tokenize all the sentences in scene\_one using the sent\_tokenize() function.
* Tokenize the fourth sentence in sentences, which you can access as sentences[3], using the word\_tokenize() function.
* Find the unique tokens in the entire scene by using word\_tokenize() on scene\_one and then converting it into a set using set().
* Print the unique tokens found. This has been done for you, so hit 'Submit Answer' to see the results!

# Import necessary modules

from nltk.tokenize import word\_tokenize , sent\_tokenize

# Split scene\_one into sentences: sentences

sentences = sent\_tokenize(scene\_one)

# Use word\_tokenize to tokenize the fourth sentence: tokenized\_sent

tokenized\_sent = word\_tokenize(sentences[3])

# Make a set of unique tokens in the entire scene: unique\_tokens

unique\_tokens = set(word\_tokenize(scene\_one))

# Print the unique tokens result

print(unique\_tokens)

<script.py> output:

{"'em", 'ARTHUR', 'migrate', 'or', 'using', '[', 'We', 'our', 'these', 'yet', 'swallow', 'and', 'sun', 'bring', 'A', 'castle', '...', 'That', 'beat', 'Patsy', 'where', 'KING', 'house', 'go', 'wings', 'Camelot', 'I', 'It', 'horse', "'ve", 'But', 'carried', 'interested', 'through', 'What', 'coconuts', 'strangers', 'seek', 'get', 'So', 'carrying', 'forty-three', 'No', 'every', '--', 'on', 'bangin', 'agree', 'fly', 'found', 'just', 'court', 'tropical', 'of', 'may', 'clop', 'grips', 'yeah', 'here', 'be', ']', '#', 'Wait', 'dorsal', '?', 'all', 'trusty', 'Yes', 'together', 'lord', 'since', 'length', '1', "'d", 'Will', ':', 'master', 'south', 'suggesting', 'course', '!', 'goes', 'does', 'breadth', 'got', 'Pull', 'winter', 'You', 'from', 'temperate', 'in', 'line', 'back', "'re", 'who', 'land', 'Arthur', 'Where', 'your', 'Not', 'Listen', 'ounce', 'at', 'England', 'grip', 'Oh', 'its', 'guiding', 'but', 'defeator', 'strand', 'tell', 'not', 'am', 'Whoa', 'Mercea', "'", 'they', 'wind', 'Am', 'sovereign', 'Supposing', 'Well', 'my', 'maintain', 'bird', 'Found', 'coconut', 'five', 'right', 'order', 'have', 'the', 'Britons', 'by', 'held', 'then', 'maybe', 'an', 'anyway', 'other', "'m", 'you', 'must', 'under', 'with', '2', 'Who', 'needs', 'empty', 'question', 'wants', 'search', 'SOLDIER', 'there', 'he', 'halves', 'Ridden', 'Are', 'minute', 'one', 'ask', 'husk', 'matter', 'covered', 'air-speed', 'They', 'a', 'velocity', 'to', 'second', 'European', 'climes', 'use', 'mean', 'warmer', 'speak', 'are', 'join', 'this', 'The', 'non-migratory', 'Halt', 'carry', 'ratios', 'that', '.', 'feathers', 'do', 'snows', 'Saxons', 'times', 'son', 'Uther', "n't", 'knights', 'why', 'plover', 'if', 'could', 'In', 'it', 'swallows', 'is', 'creeper', ',', 'Pendragon', 'two', 'me', 'kingdom', 'simple', 'ridden', 'SCENE', 'point', "'s", 'King', 'zone', 'Please', 'them', 'weight', 'will', 'pound', 'servant', 'Court', 'martin', 'African'}

In [1]: scene\_one

Out[1]: "SCENE 1: [wind] [clop clop clop] \nKING ARTHUR: Whoa there! [clop clop clop] \nSOLDIER #1: Halt! Who goes there?\nARTHUR: It is I, Arthur, son of Uther Pendragon, from the castle of Camelot. King of the Britons, defeator of the Saxons, sovereign of all England!\nSOLDIER #1: Pull the other one!\nARTHUR: I am, ... and this is my trusty servant Patsy. We have ridden the length and breadth of the land in search of knights who will join me in my court at Camelot. I must speak with your lord and master.\nSOLDIER #1: What? Ridden on a horse?\nARTHUR: Yes!\nSOLDIER #1: You're using coconuts!\nARTHUR: What?\nSOLDIER #1: You've got two empty halves of coconut and you're bangin' 'em together.\nARTHUR: So? We have ridden since the snows of winter covered this land, through the kingdom of Mercea, through--\nSOLDIER #1: Where'd you get the coconuts?\nARTHUR: We found them.\nSOLDIER #1: Found them? In Mercea? The coconut's tropical!\nARTHUR: What do you mean?\nSOLDIER #1: Well, this is a temperate zone.\nARTHUR: The swallow may fly south with the sun or the house martin or the plover may seek warmer climes in winter, yet these are not strangers to our land?\nSOLDIER #1: Are you suggesting coconuts migrate?\nARTHUR: Not at all. They could be carried.\nSOLDIER #1: What? A swallow carrying a coconut?\nARTHUR: It could grip it by the husk!\nSOLDIER #1: It's not a question of where he grips it! It's a simple question of weight ratios! A five ounce bird could not carry a one pound coconut.\nARTHUR: Well, it doesn't matter. Will you go and tell your master that Arthur from the Court of Camelot is here.\nSOLDIER #1: Listen. In order to maintain air-speed velocity, a swallow needs to beat its wings forty-three times every second, right?\nARTHUR: Please!\nSOLDIER #1: Am I right?\nARTHUR: I'm not interested!\nSOLDIER #2: It could be carried by an African swallow!\nSOLDIER #1: Oh, yeah, an African swallow maybe, but not a European swallow. That's my point.\nSOLDIER #2: Oh, yeah, I agree with that.\nARTHUR: Will you ask your master if he wants to join my court at Camelot?!\nSOLDIER #1: But then of course a-- African swallows are non-migratory.\nSOLDIER #2: Oh, yeah...\nSOLDIER #1: So they couldn't bring a coconut back anyway... [clop clop clop] \nSOLDIER #2: Wait a minute! Supposing two swallows carried it together?\nSOLDIER #1: No, they'd have to have it on a line.\nSOLDIER #2: Well, simple! They'd just use a strand of creeper!\nSOLDIER #1: What, held under the dorsal guiding feathers?\nSOLDIER #2: Well, why not?\n"

-->

In [3]: sent\_tokenize(scene\_one)

Out[3]:

['SCENE 1: [wind] [clop clop clop] \nKING ARTHUR: Whoa there!',

'[clop clop clop] \nSOLDIER #1: Halt!',

'Who goes there?',

'ARTHUR: It is I, Arthur, son of Uther Pendragon, from the castle of Camelot.',

'King of the Britons, defeator of the Saxons, sovereign of all England!',

'SOLDIER #1: Pull the other one!',

'ARTHUR: I am, ... and this is my trusty servant Patsy.',

'We have ridden the length and breadth of the land in search of knights who will join me in my court at Camelot.',

'I must speak with your lord and master.',

'SOLDIER #1: What?',

'Ridden on a horse?',

'ARTHUR: Yes!',

"SOLDIER #1: You're using coconuts!",

'ARTHUR: What?',

"SOLDIER #1: You've got two empty halves of coconut and you're bangin' 'em together.",

'ARTHUR: So?',

"We have ridden since the snows of winter covered this land, through the kingdom of Mercea, through--\nSOLDIER #1: Where'd you get the coconuts?",

'ARTHUR: We found them.',

'SOLDIER #1: Found them?',

'In Mercea?',

"The coconut's tropical!",

'ARTHUR: What do you mean?',

'SOLDIER #1: Well, this is a temperate zone.',

'ARTHUR: The swallow may fly south with the sun or the house martin or the plover may seek warmer climes in winter, yet these are not strangers to our land?',

'SOLDIER #1: Are you suggesting coconuts migrate?',

'ARTHUR: Not at all.',

'They could be carried.',

'SOLDIER #1: What?',

'A swallow carrying a coconut?',

'ARTHUR: It could grip it by the husk!',

"SOLDIER #1: It's not a question of where he grips it!",

"It's a simple question of weight ratios!",

'A five ounce bird could not carry a one pound coconut.',

"ARTHUR: Well, it doesn't matter.",

'Will you go and tell your master that Arthur from the Court of Camelot is here.',

'SOLDIER #1: Listen.',

'In order to maintain air-speed velocity, a swallow needs to beat its wings forty-three times every second, right?',

'ARTHUR: Please!',

'SOLDIER #1: Am I right?',

"ARTHUR: I'm not interested!",

'SOLDIER #2: It could be carried by an African swallow!',

'SOLDIER #1: Oh, yeah, an African swallow maybe, but not a European swallow.',

"That's my point.",

'SOLDIER #2: Oh, yeah, I agree with that.',

'ARTHUR: Will you ask your master if he wants to join my court at Camelot?!',

'SOLDIER #1: But then of course a-- African swallows are non-migratory.',

'SOLDIER #2: Oh, yeah...',

"SOLDIER #1: So they couldn't bring a coconut back anyway... [clop clop clop] \nSOLDIER #2: Wait a minute!",

'Supposing two swallows carried it together?',

"SOLDIER #1: No, they'd have to have it on a line.",

'SOLDIER #2: Well, simple!',

"They'd just use a strand of creeper!",

'SOLDIER #1: What, held under the dorsal guiding feathers?',

'SOLDIER #2: Well, why not?']

-->

In [5]: word\_tokenize(sentences[3])

Out[5]:

['ARTHUR',

':',

'It',

'is',

'I',

',',

'Arthur',

',',

'son',

'of',

'Uther',

'Pendragon',

',',

'from',

'the',

'castle',

'of',

'Camelot',

'.']

-->

In [7]: set(word\_tokenize(scene\_one))

Out[7]:

{'!',

'#',

"'",

"'d",

"'em",

"'m",

"'re",

"'s",

"'ve",

',',

'--',

'.',

'...',

'1',

'2',

':',

'?',

'A',

'ARTHUR',

'African',

'Am',

'Are',

'Arthur',

'Britons',

'But',

'Camelot',

'Court',

'England',

'European',

'Found',

'Halt',

'I',

'In',

'It',

'KING',

'King',

'Listen',

'Mercea',

'No',

'Not',

'Oh',

'Patsy',

'Pendragon',

'Please',

'Pull',

'Ridden',

'SCENE',

'SOLDIER',

'Saxons',

'So',

'Supposing',

'That',

'The',

'They',

'Uther',

'Wait',

'We',

'Well',

'What',

'Where',

'Who',

'Whoa',

'Will',

'Yes',

'You',

'[',

']',

'a',

'agree',

'air-speed',

'all',

'am',

'an',

'and',

'anyway',

'are',

'ask',

'at',

'back',

'bangin',

'be',

'beat',

'bird',

'breadth',

'bring',

'but',

'by',

'carried',

'carry',

'carrying',

'castle',

'climes',

'clop',

'coconut',

'coconuts',

'could',

'course',

'court',

'covered',

'creeper',

'defeator',

'do',

'does',

'dorsal',

'empty',

'every',

'feathers',

'five',

'fly',

'forty-three',

'found',

'from',

'get',

'go',

'goes',

'got',

'grip',

'grips',

'guiding',

'halves',

'have',

'he',

'held',

'here',

'horse',

'house',

'husk',

'if',

'in',

'interested',

'is',

'it',

'its',

'join',

'just',

'kingdom',

'knights',

'land',

'length',

'line',

'lord',

'maintain',

'martin',

'master',

'matter',

'may',

'maybe',

'me',

'mean',

'migrate',

'minute',

'must',

'my',

"n't",

'needs',

'non-migratory',

'not',

'of',

'on',

'one',

'or',

'order',

'other',

'ounce',

'our',

'plover',

'point',

'pound',

'question',

'ratios',

'ridden',

'right',

'search',

'second',

'seek',

'servant',

'simple',

'since',

'snows',

'son',

'south',

'sovereign',

'speak',

'strand',

'strangers',

'suggesting',

'sun',

'swallow',

'swallows',

'tell',

'temperate',

'that',

'the',

'them',

'then',

'there',

'these',

'they',

'this',

'through',

'times',

'to',

'together',

'tropical',

'trusty',

'two',

'under',

'use',

'using',

'velocity',

'wants',

'warmer',

'weight',

'where',

'who',

'why',

'will',

'wind',

'wings',

'winter',

'with',

'yeah',

'yet',

'you',

'your',

'zone'}

Excellent! Tokenization is fundamental to NLP, and you'll end up using it a lot in text mining and information retrieval projects.

# **More regex with re.search()**

In this exercise, you'll utilize re.search() and re.match() to find specific tokens. Both search and match expect regex patterns, similar to those you defined in an earlier exercise. You'll apply these regex library methods to the same Monty Python text from the nltk corpora.

You have both scene\_one and sentences available from the last exercise; now you can use them with re.search() and re.match() to extract and match more text.

##### **Instructions 1/3**

**35 XP**

* Use re.search() to search for the first occurrence of the word "coconuts" in scene\_one. Store the result in match.
* Print the start and end indexes of match using its .start() and .end() methods, respectively.

# Search for the first occurrence of "coconuts" in scene\_one: match

match = re.search("coconuts", scene\_one)

# Print the start and end indexes of match

print(match.start() , match.end())

<script.py> output:

580 588

##### **Instructions 2/3**

**35 XP**

* Write a regular expression called pattern1 to find anything in square brackets.
* Use re.search() with the pattern to find the first text in scene\_one in square brackets in the scene. Print the result.

# Write a regular expression to search for anything in square brackets: pattern1

pattern1 = r"\[.\*\]"

# Use re.search to find the first text in square brackets

print(re.search(pattern1 , scene\_one))

<script.py> output:

<\_sre.SRE\_Match object; span=(9, 32), match='[wind] [clop clop clop]'>

##### **Instructions 3/3**

**30 XP**

* Create a pattern to match the script notation (e.g. Character:), assigning the result to pattern2. Remember that you will want to match any words or spaces that precede the : (such as the space within SOLDIER #1:).
* Use re.match() with your new pattern to find and print the script notation in the **fourth** line. The tokenized sentences are available in your namespace as sentences.

# Find the script notation at the beginning of the fourth sentence and print it

pattern2 = r"[\w\s]+:"

print(re.match(pattern2 , sentences[3]))

<script.py> output:

<\_sre.SRE\_Match object; span=(0, 7), match='ARTHUR:'>

In [1]: sentences

Out[1]:

['SCENE 1: [wind] [clop clop clop] \nKING ARTHUR: Whoa there!',

'[clop clop clop] \nSOLDIER #1: Halt!',

'Who goes there?',

'ARTHUR: It is I, Arthur, son of Uther Pendragon, from the castle of Camelot.',

'King of the Britons, defeator of the Saxons, sovereign of all England!',

'SOLDIER #1: Pull the other one!',

'ARTHUR: I am, ... and this is my trusty servant Patsy.',

'We have ridden the length and breadth of the land in search of knights who will join me in my court at Camelot.',

'I must speak with your lord and master.',

'SOLDIER #1: What?',

'Ridden on a horse?',

'ARTHUR: Yes!',

"SOLDIER #1: You're using coconuts!",

'ARTHUR: What?',

"SOLDIER #1: You've got two empty halves of coconut and you're bangin' 'em together.",

'ARTHUR: So?',

"We have ridden since the snows of winter covered this land, through the kingdom of Mercea, through--\nSOLDIER #1: Where'd you get the coconuts?",

'ARTHUR: We found them.',

'SOLDIER #1: Found them?',

'In Mercea?',

"The coconut's tropical!",

'ARTHUR: What do you mean?',

'SOLDIER #1: Well, this is a temperate zone.',

'ARTHUR: The swallow may fly south with the sun or the house martin or the plover may seek warmer climes in winter, yet these are not strangers to our land?',

'SOLDIER #1: Are you suggesting coconuts migrate?',

'ARTHUR: Not at all.',

'They could be carried.',

'SOLDIER #1: What?',

'A swallow carrying a coconut?',

'ARTHUR: It could grip it by the husk!',

"SOLDIER #1: It's not a question of where he grips it!",

"It's a simple question of weight ratios!",

'A five ounce bird could not carry a one pound coconut.',

"ARTHUR: Well, it doesn't matter.",

'Will you go and tell your master that Arthur from the Court of Camelot is here.',

'SOLDIER #1: Listen.',

'In order to maintain air-speed velocity, a swallow needs to beat its wings forty-three times every second, right?',

'ARTHUR: Please!',

'SOLDIER #1: Am I right?',

"ARTHUR: I'm not interested!",

'SOLDIER #2: It could be carried by an African swallow!',

'SOLDIER #1: Oh, yeah, an African swallow maybe, but not a European swallow.',

"That's my point.",

'SOLDIER #2: Oh, yeah, I agree with that.',

'ARTHUR: Will you ask your master if he wants to join my court at Camelot?!',

'SOLDIER #1: But then of course a-- African swallows are non-migratory.',

'SOLDIER #2: Oh, yeah...',

"SOLDIER #1: So they couldn't bring a coconut back anyway... [clop clop clop] \nSOLDIER #2: Wait a minute!",

'Supposing two swallows carried it together?',

"SOLDIER #1: No, they'd have to have it on a line.",

'SOLDIER #2: Well, simple!',

"They'd just use a strand of creeper!",

'SOLDIER #1: What, held under the dorsal guiding feathers?',

'SOLDIER #2: Well, why not?']

Fantastic work! Now that you're familiar with the basics of tokenization and regular expressions, it's time to learn about more advanced tokenization.

Regex ranges and groups

| pattern | matches | example |
| --- | --- | --- |
| [A-Za-z]+ | upper and lowercase English alphabet | 'ABCDEFghijk' |
| [0-9] | numbers from 0 to 9 | 9 |
| [A-Za-z\-\.]+ | upper and lowercase English alphabet, - and . | 'My-Website.com' |
| (a-z) | a, - and z | 'a-z' |
| (\s+l,) | spaces or a comma | ', ' |

In [1]: import re

In [2]: my\_str = 'match lowercase spaces nums like 12, but no commas'

In [3]: re.match('[a-z0-9 ]+', my\_str)

Out[3]: <\_sre.SRE\_Match object; span=(0, 42), match='match lowercase spaces nums like 12'>

# Choosing a tokenizer

Given the following string, which of the below patterns is the best tokenizer? If possible, you want to retain sentence punctuation as separate tokens, but have '#1' remain a single token.

my\_string = "SOLDIER #1: Found them? In Mercea? The coconut's tropical!"

The string is available in your workspace as my\_string, and the patterns have been pre-loaded as pattern1, pattern2, pattern3, and pattern4, respectively.

Additionally, regexp\_tokenize has been imported from nltk.tokenize. You can use regexp\_tokenize(string, pattern) with my\_string and one of the patterns as arguments to experiment for yourself and see which is the best tokenizer.

##### **Possible Answers**

* r"(\w+|\?|!)"
* r"(\w+|#\d|\?|!)" **(A)**
* r"(#\d\w+\?!)"
* r"\s+"

In [1]: my\_string

Out[1]: "SOLDIER #1: Found them? In Mercea? The coconut's tropical!"

In [2]: pattern1

Out[2]: '(\\w+|\\?|!)'

In [3]: pattern2

Out[3]: '(\\w+|#\\d|\\?|!)'

In [4]: pattern3

Out[4]: '(#\\d\\w+\\?!)'

In [5]: pattern4

Out[5]: '\\s+'

In [6]: regexp\_tokenize(my\_string , pattern1)

Out[6]:

['SOLDIER',

'1',

'Found',

'them',

'?',

'In',

'Mercea',

'?',

'The',

'coconut',

's',

'tropical',

'!']

In [7]: regexp\_tokenize(my\_string , pattern2)

Out[7]:

['SOLDIER',

'#1',

'Found',

'them',

'?',

'In',

'Mercea',

'?',

'The',

'coconut',

's',

'tropical',

'!']

In [8]: regexp\_tokenize(my\_string , pattern3)

Out[8]: []

In [9]: regexp\_tokenize(my\_string , pattern4)

Out[9]: [' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ']

# Regex with NLTK tokenization

Twitter is a frequently used source for NLP text and tasks. In this exercise, you'll build a more complex tokenizer for tweets with hashtags and mentions using nltk and regex. The nltk.tokenize.TweetTokenizer class gives you some extra methods and attributes for parsing tweets.

Here, you're given some example tweets to parse using both TweetTokenizer and regexp\_tokenize from the nltk.tokenize module. These example tweets have been pre-loaded into the variable tweets. Feel free to explore it in the IPython Shell!

Unlike the syntax for the regex library, with nltk\_tokenize() you pass the pattern as the **second** argument.

##### [Instructions 1/4](javascript:void(0))

**25 XP**

* [1](javascript:void(0))
* From nltk.tokenize, import regexp\_tokenize and TweetTokenizer.

# Import the necessary modules

from nltk.tokenize import regexp\_tokenize , TweetTokenizer

##### Instructions 2/4

**25 XP**

* [2](javascript:void(0))
* [3](javascript:void(0))
* [4](javascript:void(0))
* A regex pattern to define hashtags called pattern1 has been defined for you. Call regexp\_tokenize() with this hashtag pattern on the **first** tweet in tweets and assign the result to hashtags.
* Print hashtags (this has already been done for you).

# Import the necessary modules

from nltk.tokenize import regexp\_tokenize

from nltk.tokenize import TweetTokenizer

# Define a regex pattern to find hashtags: pattern1

pattern1 = r"#\w+"

# Use the pattern on the first tweet in the tweets list

hashtags = regexp\_tokenize(tweets[0], pattern1)

print(hashtags)

In [1]: tweets

Out[1]:

['This is the best #nlp exercise ive found online! #python',

'#NLP is super fun! <3 #learning',

'Thanks @datacamp :) #nlp #python']

<script.py> output:

['#nlp', '#python']

##### Instructions 3/4

**25 XP**

* [3](javascript:void(0))
* [4](javascript:void(0))
* Write a new pattern called pattern2 to match mentions and hashtags. A mention is something like @DataCamp.
* Then, call regexp\_tokenize() with your new hashtag pattern on the **last** tweet in tweets and assign the result to mentions\_hashtags.
  + You can access the last element of a list using -1 as the index, for example, tweets[-1].
* Print mentions\_hashtags (this has been done for you).

# Import the necessary modules

from nltk.tokenize import regexp\_tokenize

from nltk.tokenize import TweetTokenizer

# Write a pattern that matches both mentions (@) and hashtags

pattern2 = r"([@#]\w+)"

# Use the pattern on the last tweet in the tweets list

mentions\_hashtags = regexp\_tokenize(tweets[-1], pattern2)

print(mentions\_hashtags)

<script.py> output:

['@datacamp', '#nlp', '#python']

##### Instructions 4/4

**25 XP**

* [4](javascript:void(0))
* Create an instance of TweetTokenizer called tknzr and use it inside a list comprehension to tokenize each tweet into a new list called all\_tokens.
  + To do this, use the .tokenize() method of tknzr, with t as your iterator variable.
* Print all\_tokens.

# Import the necessary modules

from nltk.tokenize import regexp\_tokenize

from nltk.tokenize import TweetTokenizer

# Use the TweetTokenizer to tokenize all tweets into one list

tknzr = TweetTokenizer()

all\_tokens = [tknzr.tokenize(t) for t in tweets]

print(all\_tokens)

<script.py> output:

[['This', 'is', 'the', 'best', '#nlp', 'exercise', 'ive', 'found', 'online', '!', '#python'], ['#NLP', 'is', 'super', 'fun', '!', '<3', '#learning'], ['Thanks', '@datacamp', ':)', '#nlp', '#python']]

# Non-ascii tokenization

In this exercise, you'll practice advanced tokenization by tokenizing some non-ascii based text. You'll be using German with emoji!

Here, you have access to a string called german\_text, which has been printed for you in the Shell. Notice the emoji and the German characters!

The following modules have been pre-imported from nltk.tokenize: regexp\_tokenize and word\_tokenize.

Unicode ranges for emoji are:

('\U0001F300'-'\U0001F5FF'), ('\U0001F600-\U0001F64F'), ('\U0001F680-\U0001F6FF'), and ('\u2600'-\u26FF-\u2700-\u27BF').

##### **Instructions**

**100 XP**

##### **Instructions**

**100 XP**

* Tokenize all the words in german\_text using word\_tokenize(), and print the result.
* Tokenize only the capital words in german\_text.
  + First, write a pattern called capital\_words to match only capital words. Make sure to check for the German Ü! To use this character in the exercise, copy and paste it from these instructions.
  + Then, tokenize it using regexp\_tokenize().
* Tokenize only the emoji in german\_text. The pattern using the unicode ranges for emoji given in the assignment text has been written for you. Your job is to use regexp\_tokenize() to tokenize the emoji.

# Tokenize and print all words in german\_text

all\_words = word\_tokenize(german\_text)

print(all\_words)

# Tokenize and print only capital words

capital\_words = r"[A-ZÜ]\w+"

print(regexp\_tokenize( german\_text , capital\_words))

# Tokenize and print only emoji

emoji = "['\U0001F300-\U0001F5FF'|'\U0001F600-\U0001F64F'|'\U0001F680-\U0001F6FF'|'\u2600-\u26FF\u2700-\u27BF']"

print(regexp\_tokenize ( german\_text , emoji))

<script.py> output:

['Wann', 'gehen', 'wir', 'Pizza', 'essen', '?', '🍕', 'Und', 'fährst', 'du', 'mit', 'Über', '?', '🚕']

['Wann', 'Pizza', 'Und', 'Über']

['🍕', '🚕']

In [1]: german\_text

Out[1]: 'Wann gehen wir Pizza essen? 🍕 Und fährst du mit Über? 🚕'

Combining NLP data extraction with plotting

In [1]: from matplotlib import pyplot as plt

In [2]: from nltk.tokenize import word\_tokenize

In [3]: words = word\_tokenize("This is a pretty cool tool!")

In [4]: word\_lengths = [len(w) for w in words]

In [5]: plt.hist(word\_lengths)

Out[5]: (array([ 2., 0., 1., 0., 0., 0., 3., 0., 0., 1.]),

array([ 1. , 1.5, 2. , 2.5, 3. , 3.5, 4. , 4.5, 5. , 5.5,

6. ]),

<a list of 10 Patch objects>)

In [6]: plt.show()

![](data:image/png;base64,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)

# Charting practice

Try using your new skills to find and chart the number of words per line in the script using matplotlib. The Holy Grail script is loaded for you, and you need to use regex to find the words per line.

Using list comprehensions here will speed up your computations. For example: my\_lines = [tokenize(l) for l in lines] will call a function tokenize on each line in the list lines. The new transformed list will be saved in the my\_lines variable.

You have access to the entire script in the variable holy\_grail. Go for it!

##### **Instructions**

**100 XP**

* Split the script holy\_grail into lines using the newline ('\n') character.
* Use re.sub() inside a list comprehension to replace the prompts such as ARTHUR: and SOLDIER #1. The pattern has been written for you.
* Use a list comprehension to tokenize lines with regexp\_tokenize(), keeping **only words**. Recall that the pattern for words is "\w+".
* Use a list comprehension to create a list of line lengths called line\_num\_words.
  + Use t\_line as your iterator variable to iterate over tokenized\_lines, and then len() function to compute line lengths.
* Plot a histogram of line\_num\_words using plt.hist(). Don't forgot to use plt.show() as well to display the plot.

# Split the script into lines: lines

lines = holy\_grail.split('\n')

# Replace all script lines for speaker

pattern = "[A-Z]{2,}(\s)?(#\d)?([A-Z]{2,})?:"

lines = [re.sub(pattern, '', l) for l in lines]

# Tokenize each line: tokenized\_lines

tokenized\_lines = [regexp\_tokenize(s , '\w+') for s in lines]

# Make a frequency list of lengths: line\_num\_words

line\_num\_words = [len(t\_line) for t\_line in tokenized\_lines]

# Plot a histogram of the line lengths

plt.hist(line\_num\_words)

# Show the plot

plt.show()
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In [1]: holy\_grail

Out[1]: "SCENE 1: [wind] [clop clop clop] \nKING ARTHUR: Whoa there! [clop clop clop] \nSOLDIER #1: Halt! Who goes there?\nARTHUR: It is I, Arthur, son of Uther Pendragon, from the castle of Camelot. King of the Britons, defeator of the Saxons, sovereign of all England!\nSOLDIER #1: Pull the other one!\nARTHUR: I am, ... and this is my trusty servant Patsy. We have ridden the length and breadth of the land in search of knights who will join me in my court at Camelot. I must speak with your lord and master.\nSOLDIER #1: What? Ridden on a horse?\nARTHUR: Yes!\nSOLDIER #1: You're using coconuts!\nARTHUR: What?\nSOLDIER #1: You've got two empty halves of coconut and you're bangin' 'em together.\nARTHUR: So? We have ridden since the snows of winter covered this land, through the kingdom of Mercea, through--\nSOLDIER #1: Where'd you get the coconuts?\nARTHUR: We found them.\nSOLDIER #1: Found them? In Mercea? The coconut's tropical!\nARTHUR: What do you mean?\nSOLDIER #1: Well, this is a temperate zone.\nARTHUR: The swallow may fly south with the sun or the house martin or the plover may seek warmer climes in winter, yet these are not strangers to our land?\nSOLDIER #1: Are you suggesting coconuts migrate?\nARTHUR: Not at all. They could be carried.\nSOLDIER #1: What? A swallow carrying a coconut?\nARTHUR: It could grip it by the husk!\nSOLDIER #1: It's not a question of where he grips it! It's a simple question of weight ratios! A five ounce bird could not carry a one pound coconut.\nARTHUR: Well, it doesn't matter. Will you go and tell your master that Arthur from the Court of Camelot is here.\nSOLDIER #1: Listen. In order to maintain air-speed velocity, a swallow needs to beat its wings forty-three times every second, right?\nARTHUR: Please!\nSOLDIER #1: Am I right?\nARTHUR: I'm not interested!\nSOLDIER #2: It could be carried by an African swallow!\nSOLDIER #1: Oh, yeah, an African swallow maybe, but not a European swallow. That's my point.\nSOLDIER #2: Oh, yeah, I agree with that.\nARTHUR: Will you ask your master if he wants to join my court at Camelot?!\nSOLDIER #1: But then of course a-- African swallows are non-migratory.\nSOLDIER #2: Oh, yeah...\nSOLDIER #1: So they couldn't bring a coconut back anyway... [clop clop clop] \nSOLDIER #2: Wait a minute! Supposing two swallows carried it together?\nSOLDIER #1: No, they'd have to have it on a line.\nSOLDIER #2: Well, simple! They'd just use a strand of creeper!\nSOLDIER #1: What, held under the dorsal guiding feathers?\nSOLDIER #2: Well, why not?\nSCENE 2: [thud] [clang] \nCART-MASTER: Bring out your dead! [clang] Bring out your dead! [clang] Bring out your dead! [clang] Bring out your dead! [clang] Bring out your dead! [cough cough...] [clang] [... cough cough] Bring out your dead! [clang] Bring out your dead! [clang] Bring out your dead! Ninepence. [clang] Bring out your dead! [clang] Bring out your dead! [clang] Bring out... [rewr!] ... your dead! [rewr!] [clang] Bring out your dead!\nCUSTOMER: Here's one.\nCART-MASTER: Ninepence.\nDEAD PERSON: I'm not dead!\nCART-MASTER: What?\nCUSTOMER: Nothing. Here's your ninepence.\nDEAD PERSON: I'm not dead!\nCART-MASTER: 'Ere. He says he's not dead!\nCUSTOMER: Yes he is.\nDEAD PERSON: I'm not!\nCART-MASTER: He isn't?\nCUSTOMER: Well, he will be soon. He's very ill.\nDEAD PERSON: I'm getting better! \nCUSTOMER: No you're not. You'll be stone dead in a moment.\nCART-MASTER: Oh, I can't take him like that. It's against regulations.\nDEAD PERSON: I don't want to go on the cart!\nCUSTOMER: Oh, don't be such a baby.\nCART-MASTER: I can't take him.\nDEAD PERSON: I feel fine!\nCUSTOMER: Well, do us a favor.\nCART-MASTER: I can't.\nCUSTOMER: Well, can you hang around a couple of minutes? He won't be long.\nCART-MASTER: No, I've got to go to the Robinson's. They've lost nine today.\nCUSTOMER: Well, when's your next round?\nCART-MASTER: Thursday.\nDEAD PERSON: I think I'll go for a walk.\nCUSTOMER: You're not fooling anyone you know. Look, isn't there something you can do?\nDEAD PERSON: [singing] I feel happy... I feel happy. [whop] \nCUSTOMER: Ah, thanks very much.\nCART-MASTER: Not at all. See you on Thursday.\nCUSTOMER: Right. All right. [howl] [clop clop clop] Who's that then?\nCART-MASTER: I dunno. Must be a king.\nCUSTOMER: Why?\nCART-MASTER: He hasn't got shit all over him.\nSCENE 3: [thud] [King Arthur music] [thud thud thud] [King Arthur music stops] \nARTHUR: Old woman!\nDENNIS: Man!\nARTHUR: Man. Sorry. What knight live in that castle over there?\nDENNIS: I'm thirty-seven.\nARTHUR: I-- what?\nDENNIS: I'm thirty-seven. I'm not old.\nARTHUR: Well, I can't just call you 'Man'.\nDENNIS: Well, you could say 'Dennis'.\nARTHUR: Well, I didn't know you were called 'Dennis'.\nDENNIS: Well, you didn't bother to find out, did you?\nARTHUR: I did say 'sorry' about the 'old woman', but from the behind you looked--\nDENNIS: What I object to is that you automatically treat me like an inferior!\nARTHUR: Well, I am king!\nDENNIS: Oh king, eh, very nice. And how d'you get that, eh? By exploiting the workers! By 'anging on to outdated imperialist dogma which perpetuates the economic and social differences in our society. If there's ever going to be any progress with the--\nWOMAN: Dennis, there's some lovely filth down here. Oh! How d'you do?\nARTHUR: How do you do, good lady. I am Arthur, King of the Britons. Who's castle is that?\nWOMAN: King of the who?\nARTHUR: The Britons.\nWOMAN: Who are the Britons?\nARTHUR: Well, we all are. We are all Britons, and I am your king.\nWOMAN: I didn't know we had a king. I thought we were an autonomous collective.\nDENNIS: You're fooling yourself. We're living in a dictatorship. A self-perpetuating autocracy in which the working classes--\nWOMAN: Oh, there you go, bringing class into it again.\nDENNIS: That's what it's all about. If only people would hear of--\nARTHUR: Please, please good people. I am in haste. Who lives in that castle?\nWOMAN: No one live there.\nARTHUR: Then who is your lord?\nWOMAN: We don't have a lord.\nARTHUR: What?\nDENNIS: I told you. We're an anarcho-syndicalist commune. We take it in turns to act as a sort of executive officer for the week.\nARTHUR: Yes.\nDENNIS: But all the decision of that officer have to be ratified at a special bi-weekly meeting--\nARTHUR: Yes, I see.\nDENNIS: By a simple majority in the case of purely internal affairs,--\nARTHUR: Be quiet!\nDENNIS: But by a two-thirds majority in the case of more major--\nARTHUR: Be quiet! I order you to be quiet!\nWOMAN: Order, eh? Who does he think he is? Heh.\nARTHUR: I am your king!\nWOMAN: Well, I didn't vote for you.\nARTHUR: You don't vote for kings.\nWOMAN: Well, how did you become king then?\nARTHUR: The Lady of the Lake, ... [angels sing] ... her arm clad in the purest shimmering samite, held aloft Excalibur from the bosom of the water signifying by Divine Providence that I, Arthur, was to carry Excalibur. [singing stops] That is why I am your king!\nDENNIS: Listen, strange women lying in ponds distributing swords is no basis for a system of government. Supreme executive power derives from a mandate from the masses, not from some farcical aquatic ceremony.\nARTHUR: Be quiet!\nDENNIS: Well, but you can't expect to wield supreme executive power just 'cause some watery tart threw a sword at you!\nARTHUR: Shut up!\nDENNIS: I mean, if I went 'round saying I was an emperor just because some moistened bint had lobbed a scimitar at me, they'd put me away!\nARTHUR: Shut up, will you. Shut up!\nDENNIS: Ah, now we see the violence inherent in the system.\nARTHUR: Shut up!\nDENNIS: Oh! Come and see the violence inherent in the system! Help, help! I'm being repressed!\nARTHUR: Bloody peasant!\nDENNIS: Oh, what a give-away. Did you hear that? Did you hear that, eh? That's what I'm on about. Did you see him repressing me? You saw it, didn't you\nSCENE 4: [King Arthur music] [music stops] \nBLACK KNIGHT: Aaagh! [King Arthur music] [music stops] \nBLACK KNIGHT: Aaagh!\nGREEN KNIGHT: Ooh! [King Arthur music] [music stops] [stab] \nBLACK KNIGHT: Aagh!\nGREEN KNIGHT: Oh! [King Arthur music] Ooh! [music stops] \nBLACK KNIGHT: Aaagh! [clang] \nBLACK KNIGHT and GREEN KNIGHT: Agh!, oh!, etc.\nGREEN KNIGHT: Aaaaaah! Aaaaaaaaah! [woosh] [BLACK KNIGHT kills GREEN KNIGHT] [thud] [scrape] \nBLACK KNIGHT: Umm! [clop clop clop] \nARTHUR: You fight with the strength of many men, Sir Knight. [pause] I am Arthur, King of the Britons. [pause] I seek the finest and the bravest knights in the land to join me in my court at Camelot. [pause] You have proved yourself worthy. Will you join me? [pause] You make me sad. So be it. Come, Patsy.\nBLACK KNIGHT: None shall pass.\nARTHUR: What?\nBLACK KNIGHT: None shall pass.\nARTHUR: I have no quarrel with you, good Sir Knight, but I must cross this bridge.\nBLACK KNIGHT: Then you shall die.\nARTHUR: I command you, as King of the Britons, to stand aside!\nBLACK KNIGHT: I move for no man.\nARTHUR: So be it!\nARTHUR and BLACK KNIGHT: Aaah!, hiyaah!, etc. [ARTHUR chops the BLACK KNIGHT's left arm off] \nARTHUR: Now stand aside, worthy adversary.\nBLACK KNIGHT: 'Tis but a scratch.\nARTHUR: A scratch? Your arm's off!\nBLACK KNIGHT: No, it isn't.\nARTHUR: Well, what's that then?\nBLACK KNIGHT: I've had worse.\nARTHUR: You liar!\nBLACK KNIGHT: Come on, you pansy! [clang] Huyah! [clang] Hiyaah! [clang] Aaaaaaaah! [ARTHUR chops the BLACK KNIGHT's right arm off] \nARTHUR: Victory is mine! [kneeling] We thank Thee Lord, that in Thy mer--\nBLACK KNIGHT: Hah! [clunk] Come on then.\nARTHUR: What?\nBLACK KNIGHT: Have at you! [kick] \nARTHUR: Eh. You are indeed brave, Sir Knight, but the fight is mine.\nBLACK KNIGHT: Oh, had enough, eh?\nARTHUR: Look, you stupid bastard. You've got no arms left.\nBLACK KNIGHT: Yes I have.\nARTHUR: Look!\nBLACK

KNIGHT: Just a flesh wound. [kick] \nARTHUR: Look, stop that.\nBLACK KNIGHT: Chicken! [kick] Chickennn!\nARTHUR: Look, I'll have your leg. [kick] Right! [whop] [ARTHUR chops the BLACK KNIGHT's right leg off] \nBLACK KNIGHT: Right. I'll do you for that!\nARTHUR: You'll what?\nBLACK KNIGHT: Come here!\nARTHUR: What are you going to do, bleed on me?\nBLACK KNIGHT: I'm invincible!\nARTHUR: You're a looney.\nBLACK KNIGHT: The Black Knight always triumphs! Have at you! Come on then. [whop] [ARTHUR chops the BLACK KNIGHT's last leg off] \nBLACK KNIGHT: Ooh. All right, we'll call it a draw.\nARTHUR: Come, Patsy.\nBLACK KNIGHT: Oh. Oh, I see. Running away, eh? You yellow bastards! Come back here and take what's coming to you. I'll bite your legs off\nSCENE 5:\nMONKS: [chanting] Pie Iesu domine, dona eis requiem. [bonk] Pie Iesu domine, ... [bonk] ... dona eis requiem. [bonk] Pie Iesu domine, ... [bonk] ... dona eis requiem.\nCROWD: A witch! A witch! [bonk] A witch! A witch!\nMONKS: [chanting] Pie Iesu domine...\nCROWD: A witch! A witch! A witch! A witch! We've found a witch! A witch! A witch! A witch! A witch! We've got a witch! A witch! A witch! Burn her! Burn her! Burn her! We've found a witch! We've found a witch! A witch! A witch! A witch!\nVILLAGER #1: We have found a witch. May we burn her?\nCROWD: Burn her! Burn! Burn her! Burn her!\nBEDEVERE: How do you know she is a witch?\nVILLAGER #2: She looks like one.\nCROWD: Right! Yeah! Yeah!\nBEDEVERE: Bring her forward.\nWITCH: I'm not a witch. I'm not a witch.\nBEDEVERE: Uh, but you are dressed as one.\nWITCH: They dressed me up like this.\nCROWD: Augh, we didn't! We didn't...\nWITCH: And this isn't my nose. It's a false one.\nBEDEVERE: Well?\nVILLAGER #1: Well, we did do the nose.\nBEDEVERE: The nose?\nVILLAGER #1: And the hat, but she is a witch!\nVILLAGER #2: Yeah!\nCROWD: We burn her! Right! Yeaaah! Yeaah!\nBEDEVERE: Did you dress her up like this?\nVILLAGER #1: No!\nVILLAGER #2 and 3: No. No.\nVILLAGER #2: No.\nVILLAGER #1: No.\nVILLAGERS #2 and #3: No.\nVILLAGER #1: Yes.\nVILLAGER #2: Yes.\nVILLAGER #1: Yes. Yeah, a bit.\nVILLAGER #3: A bit.\nVILLAGERS #1 and #2: A bit.\nVILLAGER #3: A bit.\nVILLAGER #1: She has got a wart.\nRANDOM: [cough] \nBEDEVERE: What makes you think she is a witch?\nVILLAGER #3: Well, she turned me into a newt.\nBEDEVERE: A newt?\nVILLAGER #3: I got better.\nVILLAGER #2: Burn her anyway!\nVILLAGER #1: Burn!\nCROWD: Burn her! Burn! Burn her! ...\nBEDEVERE: Quiet! Quiet! Quiet! Quiet! There are ways of telling whether she is a witch.\nVILLAGER #1: Are there?\nVILLAGER #2: Ah?\nVILLAGER #1: What are they?\nCROWD: Tell us! Tell us! ...\nBEDEVERE: Tell me, what do you do with witches?\nVILLAGER #2: Burn!\nVILLAGER #1: Burn!\nCROWD: Burn! Burn them up! Burn! ...\nBEDEVERE: And what do you burn apart from witches?\nVILLAGER #1: More witches!\nVILLAGER #3: Shh!\nVILLAGER #2: Wood!\nBEDEVERE: So, why do witches burn? [pause] \nVILLAGER #3: B--... 'cause they're made of... wood?\nBEDEVERE: Good! Heh heh.\nCROWD: Oh yeah. Oh.\nBEDEVERE: So, how do we tell whether she is made of wood?\nVILLAGER #1: Build a bridge out of her.\nBEDEVERE: Ah, but can you not also make bridges out of stone?\nVILLAGER #1: Oh, yeah.\nRANDOM: Oh, yeah. True. Uhh...\nBEDEVERE: Does wood sink in water?\nVILLAGER #1: No. No.\nVILLAGER #2: No, it floats! It floats!\nVILLAGER #1: Throw her into the pond!\nCROWD: The pond! Throw her into the pond!\nBEDEVERE: What also floats in water?\nVILLAGER #1: Bread!\nVILLAGER #2: Apples!\nVILLAGER #3: Uh, very small rocks!\nVILLAGER #1: Cider!\nVILLAGER #2: Uh, gra-- gravy!\nVILLAGER #1: Cherries!\nVILLAGER #2: Mud!\nVILLAGER #3: Churches! Churches!\nVILLAGER #2: Lead! Lead!\nARTHUR: A duck!\nCROWD: Oooh.\nBEDEVERE: Exactly. So, logically...\nVILLAGER #1: If... she... weighs... the same as a duck, ... she's made of wood.\nBEDEVERE: And therefore?\nVILLAGER #2: A witch!\nVILLAGER #1: A witch!\nCROWD: A witch! A witch! ...\nVILLAGER #4: Here is a duck. Use this duck. [quack quack quack] \nBEDEVERE: We shall use my largest scales.\nCROWD: Ohh! Ohh! Burn the witch! Burn the witch! Burn her! Burn her! Burn her! Burn her! Burn her! Burn her! Burn her! Ahh! Ahh...\nBEDEVERE: Right. Remove the supports! [whop] [clunk] [creak] \nCROWD: A witch! A witch! A witch!\nWITCH: It's a fair cop.\nVILLAGER #3: Burn her!\nCROWD: Burn her! Burn her! Burn her! Burn! Burn! ...\nBEDEVERE: Who are you who are so wise in the ways of science?\nARTHUR: I am Arthur, King of the Britons.\nBEDEVERE: My liege!\nARTHUR: Good Sir Knight, will you come with me to Camelot, and join us at the Round Table?\nBEDEVERE: My liege! I would be honored.\nARTHUR: What is your name?\nBEDEVERE: Bedevere, my liege.\nARTHUR: Then I dub you Sir Bedevere, Knight of the Round Table\nNARRATOR: The wise Sir Bedevere was the first to join King Arthur's knights, but other illustrious names were soon to follow: Sir Lancelot the Brave; Sir Gallahad the Pure; and Sir Robin the-not-quite-so-brave-as-Sir-Lancelot, who had nearly fought the Dragon of Angnor, who had nearly stood up to the vicious Chicken of Bristol, and who had personally wet himself at the Battle of Badon Hill; and the aptly named Sir Not-appearing-in-this-film. Together they formed a band whose names and deeds were to be retold throughout the centuries: the Knights of the Round Table\nSCENE 6: [clop clop clop] \nSIR BEDEVERE: And that, my liege, is how we know the earth to be banana-shaped.\nARTHUR: This new learning amazes me, Sir Bedevere. Explain again how sheep's bladders may be employed to prevent earthquakes.\nBEDEVERE: Oh, certainly, sir.\nSIR LAUNCELOT: Look, my liege! [trumpets] \nARTHUR: Camelot!\nSIR GALAHAD: Camelot!\nLAUNCELOT: Camelot!\nPATSY: It's only a model.\nARTHUR: Shh! Knights, I bid you welcome to your new home. Let us ride... to... Camelot! [in medieval hall] \nKNIGHTS: [singing] We're knights of the round table. We dance when e'er we're able. We do routines and chorus scenes With footwork impeccable. We dine well here in Camelot. We eat ham and jam and spam a lot [dancing] We're knights of the Round Table. Our shows are formidable, But many times we're given rhymes That are quite unsingable. We're opera mad in Camelot. We sing from the diaphragm a lot [in dungeon] \nPRISONER: [clap clap clap clap] [in medieval hall] \nKNIGHTS: [tap-dancing] In war we're tough and able, Quite indefatigable. Between our quests we sequin vests and impersonate Clark Gable. It's a busy life in Camelot.\nMAN: I have to push the pram a lot [outdoors] \nARTHUR: Well, on second thought, let's not go to Camelot. It is a silly place.\nKNIGHTS: Right. Right\nSCENE 7: [clop clop clop] [boom boom] [angels sing] \nGOD: Arthur! Arthur, King of the Britons! Oh, don't grovel! [singing stops] One thing I can't stand, it's people groveling.\nARTHUR: Sorry. [boom] \nGOD: And don't apologise. Every time I try to talk to someone it's 'sorry this' and 'forgive me that' and 'I'm not worthy'. [boom] What are you doing now?!\nARTHUR: I'm averting my eyes, O Lord.\nGOD: Well, don't. It's like those miserable Psalms-- they're so depressing. Now knock it off!\nARTHUR: Yes, Lord.\nGOD: Right! Arthur, King of the Britons, your Knights of the Round Table shall have a task to make them an example in these dark times.\nARTHUR: Good idea, O Lord!\nGOD: 'Course it's a good idea! Behold! [angels sing] Arthur, this is the Holy Grail. Look well, Arthur, for it is your sacred task to seek this grail. That is your purpose, Arthur... the quest for the Holy Grail. [boom] [singing stops] \nLAUNCELOT: A blessing! A blessing from the Lord!\nGALAHAD: God be praised\nSCENE 8: [King Arthur music] [clop clop clop] \nARTHUR: Halt! [horn] Hallo! [pause] Hallo!\nFRENCH GUARD: Allo! Who is eet?\nARTHUR: It is King Arthur, and these are my Knights of the Round Table. Who's castle is this?\nFRENCH GUARD: This is the castle of my master Guy de Loimbard.\nARTHUR: Go and tell your master that we have been charged by God with a sacred quest. If he will give us food and shelter for the night he can join us in our quest for the Holy Grail.\nFRENCH GUARD: Well, I'll ask him, but I don't think he'll be very keen. Uh, he's already got one, you see?\nARTHUR: What?\nGALAHAD: He says they've already got one!\nARTHUR: Are you sure he's got one?\nFRENCH GUARD: Oh, yes, it's very nice-a. (I told him we already got one.)\nARTHUR: Well, u-- um, can we come up and have a look?\nFRENCH GUARD: Of course not! You are English types-a!\nARTHUR: Well, what are you then?\nFRENCH GUARD: I'm French! Why do think I have this outrageous accent, you silly king-a?!\nGALAHAD: What are you doing in England?\nFRENCH GUARD: Mind your own business!\nARTHUR: If you will not show us the Grail, we shall take your castle by force!\nFRENCH GUARD: You don't frighten us, English pig-dogs! Go and boil your bottom, sons of a silly person. I blow my nose at you, so-called Arthur King, you and all your silly English k-nnnnniggets. Thpppppt! Thppt! Thppt!\nGALAHAD: What a strange person.\nARTHUR: Now look here, my good man--\nFRENCH GUARD: I don't wanna talk to you no more, you empty headed animal food trough wiper! I fart in your general direction! You mother was a hamster and your father smelt of elderberries!\nGALAHAD: Is there someone else up there we could talk to?\nFRENCH GUARD: No, now go away or I shall taunt you a second time-a! [sniff] \nARTHUR: Now, this is your last chance. I've been more than reasonable.\nFRENCH GUARD: (Fetchez la vache.)\nOTHER FRENCH GUARD: Quoi?\nFRENCH GUARD: (Fetchez la vache!) [mooo] \nARTHUR: If you do not agree to my commands, then I shall-- [twong] [mooooooo] Jesus Christ!\nKNIGHTS: Christ! [thud] Ah! Ohh!\nARTHUR: Right! Charge!\nKNIGHTS: Charge! [mayhem] \nFRENCH

GUARD: Hey, this one is for your mother! There you go. [mayhem] \nFRENCH GUARD: And this one's for your dad!\nARTHUR: Run away!\nKNIGHTS: Run away!\nFRENCH GUARD: Thppppt!\nFRENCH GUARDS: [taunting] \nLAUNCELOT: Fiends! I'll tear them apart!\nARTHUR: No, no. No, no.\nBEDEVERE: Sir! I have a plan, sir. [later] [wind] [saw saw saw saw saw saw saw saw saw saw saw saw saw saw saw saw] [clunk] [bang] [rewr!] [squeak squeak squeak squeak squeak squeak squeak squeak squeak squeak] [rrrr rrrr rrrr] [drilllll] [sawwwww] [clunk] [crash] [clang] [squeak squeak squeak squeak squeak...] [creak] \nFRENCH GUARDS: [whispering] C'est un lapin, lapin de bois. Quoi? Un cadeau. What? A present. Oh, un cadeau. Oui, oui. Hurry. What? Let's go. Oh. On y va. Bon magne. Over here... [squeak squeak squeak squeak squeak...] [clllank] \nARTHUR: What happens now?\nBEDEVERE: Well, now, uh, Launcelot, Galahad, and I, uh, wait until nightfall, and then leap out of the rabbit, taking the French, uh, by surprise. Not only by surprise, but totally unarmed!\nARTHUR: Who leaps out?\nBEDEVERE: U-- u-- uh, Launcelot, Galahad, and I. Uh, leap out of the rabbit, uh, and uh...\nARTHUR: Ohh.\nBEDEVERE: Oh. Um, l-- look, i-- i-- if we built this large wooden badger-- [clank] [twong] \nARTHUR: Run away!\nKNIGHTS: Run away! Run away! Run away! Run away! Run away! Run away! Run away! [CRASH] \nFRENCH GUARDS: Oh, haw haw haw haw! Haw! Haw haw heh..\nSCENE 9: [clack] \nVOICE: Picture for Schools, take eight.\nDIRECTOR: Action!\nHISTORIAN: Defeat at the castle seems to have utterly disheartened King Arthur. The ferocity of the French taunting took him completely by surprise, and Arthur became convinced that a new strategy was required if the quest for the Holy Grail were to be brought to a successful conclusion. Arthur, having consulted his closest knights, decided that they should separate, and search for the Grail individually. [clop clop clop] Now, this is what they did: Launcelot--\nKNIGHT: Aaaah! [slash] [KNIGHT kills HISTORIAN] \nHISTORIAN'S WIFE: Frank\nSCENE 10: [trumpets] \nNARRATOR: The Tale of Sir Robin. So each of the knights went their separate ways. Sir Robin rode north, through the dark forest of Ewing, accompanied by his favorite minstrels.\nMINSTREL: [singing] Bravely bold Sir Robin, rode forth from Camelot. He was not afraid to die, O brave Sir Robin. He was not at all afraid to be killed in nasty ways. Brave, brave, brave, brave Sir Robin! He was not in the least bit scared to be mashed into a pulp, Or to have his eyes gouged out, and his elbows broken. To have his kneecaps split, and his body burned away, And his limbs all hacked and mangled, brave Sir Robin!\nHis head smashed in and his heart cut out, And his liver removed and his bowels unplugged, And his nostrils raped and his bottom burned off, And his pen--\nSIR ROBIN: That's-- that's, uh-- that's enough music for now, lads. Heh. Looks like there's dirty work afoot.\nDENNIS: Anarcho-syndicalism is a way of preserving freedom.\nWOMAN: Oh, Dennis, forget about freedom. We haven't got enough mud.\nALL HEADS: Halt! Who art thou?\nMINSTREL: [singing] He is brave Sir Robin, brave Sir Robin, who--\nROBIN: Shut up! Um, n-- n-- n-- nobody really, I'm j-- j-- j-- ju-- just um, just passing through.\nALL HEADS: What do you want?\nMINSTREL: [singing] To fight and--\nROBIN: Shut up! Um, oo, a-- nothing, nothing really. I, uh, j-- j-- just--just to um, just to p-- pass through, good Sir Knight.\nALL HEADS: I'm afraid not!\nROBIN: Ah. W-- well, actually I-- I am a Knight of the Round Table.\nALL HEADS: You're a Knight of the Round Table?\nROBIN: I am.\nLEFT HEAD: In that case I shall have to kill you.\nMIDDLE HEAD: Shall I?\nRIGHT HEAD: Oh, I don't think so.\nMIDDLE HEAD: Well, what do I think?\nLEFT HEAD: I think kill him.\nRIGHT HEAD: Oh, let's be nice to him.\nLEFT HEAD: Oh shut up.\nROBIN: Perhaps I could--\nLEFT HEAD: And you. Oh, quick! Get the sword out. I want to cut his headoff!\nRIGHT HEAD: Oh, cut your own head off!\nMIDDLE HEAD: Yes, do us all a favor!\nLEFT HEAD: What?\nRIGHT HEAD: Yapping on all the time.\nMIDDLE HEAD: You're lucky. You're not next to him.\nLEFT HEAD: What do you mean?\nMIDDLE HEAD: You snore!\nLEFT HEAD: Oh, I don't. Anyway, you've got bad breath.\nMIDDLE HEAD: Well it's only because you don't brush my teeth.\nRIGHT HEAD: Oh stop bitching and let's go have tea.\nLEFT HEAD: Oh, all right. All right. All right. We'll kill him first and then have tea and biscuits.\nMIDDLE HEAD: Yes.\nRIGHT HEAD: Oh, not biscuits.\nLEFT HEAD: All right. All right, not biscuits, but let's kill him anyway.\nALL HEADS: Right!\nMIDDLE HEAD: He buggered off.\nRIGHT HEAD: So he has. He's scarper\nMINSTREL: [singing] Brave Sir Robin ran away.\nROBIN: No!\nMINSTREL: [singing] Bravely ran away away.\nROBIN: I didn't!\nMINSTREL: [singing] When danger reared its ugly head, he bravely turned his tail and fled.\nROBIN: No!\nMINSTREL: [singing] Yes, brave Sir Robin turned about\nROBIN: I didn't!\nMINSTREL: [singing] And gallantly he chickened out, bravely taking to his feet.\nROBIN: I never did!\nMINSTREL: [singing] He beat a very brave retreat.\nROBIN: All lies!\nMINSTREL: [singing] Bravest of the brave, Sir Robin.\nROBIN: I never\nCARTOON MONKS: [chanting] Pie Iesu domine, dona eis requiem.\nCARTOON CHARACTER: Heh heh heeh ooh... [twang] \nCARTOON MONKS: [chanting] Pie Iesu domine, ...\nCARTOON CHARACTERS: Wayy! [splash] Ho ho. Woa, wayy! [twang] [splash] Heh heh heh heh ho! Heh heh heh!\nCARTOON MONKS: [chanting] ... dona eis requiem.\nCARTOON CHARACTER: Wayy! [twang] Wayy! [twang] \nVOICE: [whispering] Forgive me for asking.\nCARTOON CHARACTER: Oh! Oooo\nSCENE 11: [trumpets] \nNARRATOR: The Tale of Sir Galahad. [boom] [wind] [howl] [howl] [boom] [angels singing] [howl] [boom] [howl] [boom] [pound pound pound] \nGALAHAD: Open the door! Open the door! [pound pound pound] In the name of King Arthur, open the door! [squeak] [thump] [squeak] [boom] \nGIRLS: Hello!\nZOOT: Welcome gentle Sir Knight. Welcome to the Castle Anthrax.\nGALAHAD: The Castle Anthrax?\nZOOT: Yes. Oh, it's not a very good name is it? Oh, but we are nice and we will attend to your every, every need!\nGALAHAD: You are the keepers of the Holy Grail?\nZOOT: The what?\nGALAHAD: The Grail. It is here.\nZOOT: Oh, but you are tired, and you must rest awhile. Midget! Crapper!\nMIDGET and CRAPPER: Yes, O Zoot?\nZOOT: Prepare a bed for our guest.\nMIDGET and CRAPPER: Oh thank you! Thank you! Thank you! Thank you! Thank you! Thank you! ...\nZOOT: Away, away varletesses. The beds here are warm and soft, and very, very big.\nGALAHAD: Well, look, I-- I-- uh--\nZOOT: What is your name, handsome knight?\nGALAHAD: Sir Galahad... the Chaste.\nZOOT: Mine is Zoot. Just Zoot. Oh, but come.\nGALAHAD: Look, please! In God's name, show me the Grail!\nZOOT: Oh, you have suffered much. You are delirious.\nGALAHAD: No, look. I have seen it! It is here, in this--\nZOOT: Sir Galahad! You would not be so ungallant as to refuse our hospitality.\nGALAHAD: Well, I-- I-- uh--\nZOOT: Oh, I am afraid our life must seem very dull and quiet compared to yours. We are but eight score young blondes and brunettes, all between sixteen and nineteen-and-a-half, cut off in this castle with no one to protect us. Oooh. It is a lonely life: bathing, dressing, undressing, making exciting underwear. We are just not used to handsome knights. Nay. Nay. Come. Come. You may lie here. Oh, but you are wounded!\nGALAHAD: No, no-- it's-- it's nothing.\nZOOT: Oh, you must see the doctors immediately! No, no, please! Lie down. [clap clap] \nPIGLET: Well, what seems to be the trouble?\nGALAHAD: They're doctors?!\nZOOT: Uh, they have a basic medical training, yes.\nGALAHAD: B-- but--\nZOOT: Oh, come, come. You must try to rest. Doctor Piglet! Doctor Winston! Practice your art.\nWINSTON: Try to relax.\nGALAHAD: Are you sure that's absolutely necessary?\nPIGLET: We must examine you.\nGALAHAD: There's nothing wrong with that!\nPIGLET: Please. We are doctors.\nGALAHAD: Look! This cannot be. I am sworn to chastity.\nPIGLET: Back to your bed! At once!\nGALAHAD: Torment me no longer. I have seen the Grail!\nPIGLET: There's no grail here.\nGALAHAD: I have seen it! I have seen it! [clank] I have seen--\nGIRLS: Hello.\nGALAHAD: Oh.\nGIRLS: Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello. Hello.\nGALAHAD: Zoot!\nDINGO: No, I am Zoot's identical twin sister, Dingo.\nGALAHAD: Oh, well, excuse me, I--\nDINGO: Where are you going?\nGALAHAD: I seek the Grail! I have seen it, here in this castle!\nDINGO: Oh no. Oh, no! Bad, bad Zoot!\nGALAHAD: Well, what is it?\nDINGO: Oh, wicked, bad, naughty Zoot! She has been setting alight to our beacon, which, I have just remembered, is grail-shaped. It's not the first time we've had this problem.\nGALAHAD: It's not the real Grail?\nDINGO: Oh, wicked, bad, naughty, evil Zoot! She is a bad person and must pay the penalty. Do you think this scene should have been cut? We were so worried when the boys were writing it, but now, we're glad. It's better than some of the previous scenes, I think.\nLEFT HEAD: At least ours was better visually.\nDENNIS: Well, at least ours was committed. It wasn't just a string of pussy jokes.\nOLD MAN: Get on with it.\nTIM THE ENCHANTER: Yes, get on with it!\nARMY OF KNIGHTS: Yes, get on with it!\nDINGO: Oh, I am enjoying this scene.\nGOD: Get on with it!\nDINGO: [sigh] Oh, wicked, wicked Zoot. Oh, she is a naughty person, and she must pay the penalty. And here in Castle Anthrax, we have but one punishment for setting alight the grail-shaped beacon. You must tie her down on a bed and spank her.\nGIRLS: A spanking!

A spanking!\nDINGO: You must spank her well. And after you have spanked her, you may deal with her as you like. And then, spank me.\nAMAZING: And spank me.\nSTUNNER: And me.\nLOVELY: And me.\nDINGO: Yes, yes, you must give us all a good spanking!\nGIRLS: A spanking! A spanking! There is going to be a spanking tonight!\nDINGO: And after the spanking, the oral sex.\nGIRLS: The oral sex! The oral sex!\nGALAHAD: Well, I could stay a bit longer.\nLAUNCELOT: Sir Galahad!\nGALAHAD: Oh, hello.\nLAUNCELOT: Quick!\nGALAHAD: What?\nLAUNCELOT: Quick!\nGALAHAD: Why?\nLAUNCELOT: You are in great peril!\nDINGO: No he isn't.\nLAUNCELOT: Silence, foul temptress!\nGALAHAD: You know, she's got a point.\nLAUNCELOT: Come on! We will cover your escape!\nGALAHAD: Look, I'm fine!\nLAUNCELOT: Come on!\nGIRLS: Sir Galahad!\nGALAHAD: No. Look, I can tackle this lot single-handed!\nDINGO: Yes! Let him tackle us single-handed!\nGIRLS: Yes! Let him tackle us single-handed!\nLAUNCELOT: No, Sir Galahad. Come on!\nGALAHAD: No! Really! Honestly, I can cope. I can handle this lot easily.\nDINGO: Oh, yes. Let him handle us easily.\nGIRLS: Yes. Let him handle us easily.\nLAUNCELOT: No. Quick! Quick!\nGALAHAD: Please! I can defeat them! There's only a hundred-and-fifty of them!\nDINGO: Yes, yes! He will beat us easily! We haven't a chance.\nGIRLS: We haven't a chance. He will beat us easily... [boom] \nDINGO: Oh, shit.\nLAUNCELOT: We were in the nick of time. You were in great peril.\nGALAHAD: I don't think I was.\nLAUNCELOT: Yes you were. You were in terrible peril.\nGALAHAD: Look, let me go back in there and face the peril.\nLAUNCELOT: No, it's too perilous.\nGALAHAD: Look, it's my duty as a knight to sample as much peril as I can.\nLAUNCELOT: No, we've got to find the Holy Grail. Come on!\nGALAHAD: Oh, let me have just a little bit of peril?\nLAUNCELOT: No. It's unhealthy.\nGALAHAD: I bet you're gay.\nLAUNCELOT: No I'm not\nNARRATOR: Sir Launcelot had saved Sir Galahad from almost certain temptation, but they were still no nearer the Grail. Meanwhile, King Arthur and Sir Bedevere, not more than a swallow's flight away, had discovered something. Oh, that's an unladen swallow's flight, obviously. I mean, they were more than two laden swallows' flights away-- four, really, if they had a coconut on a line between them. I mean, if the birds were walking and dragging--\nCROWD: Get on with it!\nNARRATOR: Oh, anyway. On to scene twenty-four, which is a smashing scene with some lovely acting, in which Arthur discovers a vital clue, and in which there aren't any swallows, although I think you can hear a starling-- oooh\nSCENE 12:\nOLD MAN: Heh, hee ha ha hee hee! Hee hee hee ha ha ha...\nARTHUR: And this enchanter of whom you speak, he has seen the Grail?\nOLD MAN: ... Ha ha ha ha! Heh, hee ha ha hee! Ha hee ha! Ha ha ha ha...\nARTHUR: Where does he live?\nOLD MAN: ... Heh heh heh heh...\nARTHUR: Old man, where does he live?\nOLD MAN: ... Hee ha ha ha. He knows of a cave, a cave which no man has entered.\nARTHUR: And the Grail. The Grail is there?\nOLD MAN: There is much danger, for beyond the cave lies the Gorge of Eternal Peril, which no man has ever crossed.\nARTHUR: But the Grail! Where is the Grail?!\nOLD MAN: Seek you the Bridge of Death.\nARTHUR: The Bridge of Death, which leads to the Grail?\nOLD MAN: Heh, hee hee hee hee! Ha ha ha ha ha! Hee ha ha..\nSCENE 13: [spooky music] [music stops] \nHEAD KNIGHT OF NI: Ni!\nKNIGHTS OF NI: Ni! Ni! Ni! Ni! Ni!\nARTHUR: Who are you?\nHEAD KNIGHT: We are the Knights Who Say... 'Ni'!\nRANDOM: Ni!\nARTHUR: No! Not the Knights Who Say 'Ni'!\nHEAD KNIGHT: The same!\nBEDEVERE: Who are they?\nHEAD KNIGHT: We are the keepers of the sacred words: Ni, Peng, and Neee-wom!\nRANDOM: Neee-wom!\nARTHUR: Those who hear them seldom live to tell the tale!\nHEAD KNIGHT: The Knights Who Say 'Ni' demand a sacrifice!\nARTHUR: Knights of Ni, we are but simple travellers who seek the enchanter who lives beyond these woods.\nHEAD KNIGHT: Ni!\nKNIGHTS OF NI: Ni! Ni! Ni! Ni! Ni! ...\nARTHUR: Ow! Ow! Ow! Agh!\nHEAD KNIGHT: We shall say 'ni' again to you if you do not appease us.\nARTHUR: Well, what is it you want?\nHEAD KNIGHT: We want... a shrubbery! [dramatic chord] \nARTHUR: A what?\nKNIGHTS OF NI: Ni! Ni! Ni! Ni!\nARTHUR and PARTY: Ow! Oh!\nARTHUR: Please, please! No more! We will find you a shrubbery.\nHEAD KNIGHT: You must return here with a shrubbery or else you will never pass through this wood alive!\nARTHUR: O Knights of Ni, you are just and fair, and we will return with a shrubbery.\nHEAD KNIGHT: One that looks nice.\nARTHUR: Of course.\nHEAD KNIGHT: And not too expensive.\nARTHUR: Yes.\nHEAD KNIGHT: Now... go [trumpets] \nCARTOON CHARACTER: Hmm hmm-- [boom] Oh! Great scott! Hm. Hmm. [boom] Hm! Hmm. [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] [mumble mumble mumble] [boom] Ohh! [crash] [mumble mumble mumble] [boom] \nSUN: Ay, up! Thsss. [boom] Ayy, up! [boom] Thsss. [boom] Ayy, up!\nCARTOON CHARACTER: Stop that! Stop that! [boom] \nSUN: Ay, up!\nCARTOON CHARACTER: Stop that! [boom] Look on! Clear off! Go on! Go away! Go away! Go away! And you! Clear off! [sniff] \nSUN: [mumble mumble mumble] [bells] \nCARTOON CHARACTER: Hah. Bloody weather\nSCENE 14:\nNARRATOR: The Tale of Sir Launcelot.\nFATHER: One day, lad, all this will be yours!\nPRINCE HERBERT: What, the curtains?\nFATHER: No. Not the curtains, lad. All that you can see, stretched out over the hills and valleys of this land! This'll be your kingdom, lad.\nHERBERT: But Mother--\nFATHER: Father, lad. Father.\nHERBERT: B-- b-- but Father, I don't want any of that.\nFATHER: Listen, lad. I built this kingdom up from nothing. When I started here, all there was was swamp. Other kings said I was daft to build a castle on a swamp, but I built it all the same, just to show 'em. It sank into the swamp. So, I built a second one. That sank into the swamp. So I built a third one. That burned down, fell over, then sank into the swamp. But the fourth one... stayed up! And that's what you're gonna get, lad: the strongest castle in these islands.\nHERBERT: But I don't want any of that. I'd rather--\nFATHER: Rather what?!\nHERBERT: I'd rather... [music] ... just... sing!\nFATHER: Stop that! Stop that! You're not going into a song while I'm here. Now listen, lad. In twenty minutes you're getting married to a girl whose father owns the biggest tracts of open land in Britain.\nHERBERT: B-- but I don't want land.\nFATHER: Listen, Alice,--\nHERBERT: Herbert.\nFATHER: 'Erbert. We live in a bloody swamp. We need all the land we can get.\nHERBERT: But-- but I don't like her.\nFATHER: Don't like her?! What's wrong with her?! She's beautiful. She's rich. She's got huge... tracts o' land.\nHERBERT: I know, but I want the-- the girl that I marry to have... [music] ... a certain... special... something!\nFATHER: Cut that out! Cut that out! Look, you're marrying Princess Lucky, so you'd better get used to the idea! [smack] Guards! Make sure the Prince doesn't leave this room until I come and get him.\nGUARD #1: Not to leave the room even if you come and get him.\nGUARD #2: Hic!\nFATHER: No, no. Until I come and get him.\nGUARD #1: Until you come and get him, we're not to enter the room.\nFATHER: No, no. No. You stay in the room and make sure he doesn't leave.\nGUARD #1: And you'll come and get him.\nGUARD #2: Hic!\nFATHER: Right.\nGUARD #1: We don't need to do anything, apart from just stop him entering the room.\nFATHER: No, no. Leaving the room.\nGUARD #1: Leaving the room. Yes. [sniff] \nFATHER: All right?\nGUARD #1: Right.\nGUARD #2: Hic!\nFATHER: Right.\nGUARD #1: Oh, if-- if-- if-- uhh-- if-- if-- w-- ehh-- i-- if-- if we--\nFATHER: Yes? What is it?\nGUARD #1: Oh, i-- if-- i-- oh--\nFATHER: Look, it's quite simple.\nGUARD #1: Uh...\nFATHER: You just stay here, and make sure 'e doesn't leave the room. Alright?\nGUARD #2: Hic!\nFATHER: Right.\nGUARD #1: Oh, I remember. Uhh, can he leave the room with us?\nFATHER: N-- no no. No. You just keep him in here, and make sure he--\nGUARD #1: Oh, yes. We'll keep him in here, obviously. But if he had to leave and we were with him--\nFATHER: No, no, no, no. Just keep him in here--\nGUARD #1: Until you, or anyone else--\nFATHER: No, not anyone else. Just me.\nGUARD #1: Just you.\nGUARD #2: Hic!\nFATHER: Get back.\nGUARD #1: Get back.\nFATHER: All right?\nGUARD #1: Right. We'll stay here until you get back.\nGUARD #2: Hic!\nFATHER: And, uh, make sure he doesn't leave.\nGUARD #1: What?\nFATHER: Make sure 'e doesn't leave.\nGUARD #1: The Prince?\nFATHER: Yes. Make sure 'e doesn't leave.\nGUARD #1: Oh, yes, of course. \nGUARD #2: Hic!\nGUARD #1: Ah. I thought you meant him. You know, it seemed a bit daft me havin' to guard him when he's a guard.\nFATHER: Is that clear?\nGUARD #2: Hic!\nGUARD #1: Oh, quite clear. No problems.\nFATHER: Right. Where are you going?\nGUARD #1: We're coming with you.\nFATHER: No, no. I want you to stay here and make sure 'e doesn't leave.\nGUARD #1: Oh, I see. Right.\nHERBERT: But Father!\nFATHER: Shut your noise, you! And get that suit on! [music] And no singing!\nGUARD #2: Hic!\nFATHER: Oh, go and get a glass of water. [clank] [scribble scribble scribble fold fold] [twong]\nSCENE 15:\nLAUNCELOT: Well taken, Concorde!\nCONCORDE: Thank you, sir! Most kind.\nLAUNCELOT: And again! Over we go! Good. Steady! And now, the big one! Uuh! Come on, Concorde! [thwonk] \nCONCORDE: Message for you, sir. [fwump] \nLAUNCELOT: Concorde! Concorde! Speak to me! 'To whoever finds this note: I have been imprisoned by my father, who wishes me to marry

against my will. Please, please, please come and rescue me. I am in the Tall Tower of Swamp Castle.' At last! A call! A cry of distress! This could be the sign that leads us to the Holy Grail! Brave, brave Concorde, you shall not have died in vain!\nCONCORDE: Uh, I'm-- I'm not quite dead, sir.\nLAUNCELOT: Well, you shall not have been mortally wounded in vain!\nCONCORDE: I-- I-- I think I c-- I could pull through, sir.\nLAUNCELOT: Oh, I see.\nCONCORDE: Actually, I think I'm all right to come with you, sir--\nLAUNCELOT: No, no, sweet Concorde! Stay here! I will send help as soon as I have accomplished a daring and heroic rescue in my own particular... [sigh] \nCONCORDE: Idiom, sir?\nLAUNCELOT: Idiom!\nCONCORDE: No, I feel fine, actually, sir.\nLAUNCELOT: Farewell, sweet Concorde!\nCONCORDE: I'll, um, I'll just stay here then. Shall I, sir? Yeah\nSCENE 16: [inside castle] \nPRINCESS LUCKY and GIRLS: [giggle giggle giggle] [outside castle] \nGUEST: 'Morning!\nSENTRY #1: 'Morning.\nSENTRY #2: Oooh.\nSENTRY #1: [ptoo] \nLAUNCELOT: Ha ha! Hiyya!\nSENTRY #2: Hey!\nLAUNCELOT: Hiyya!, Ha!, etc.\nPRINCESS LUCKY and GIRLS: [giggle giggle giggle] \nLAUNCELOT: Ha ha! Huy!\nGUESTS: Uuh! Aaah!\nLAUNCELOT: Ha ha! And take this! Aah! Hiyah! Aah! Aaah! Hyy! Hya! Hiyya! Ha! ...\nGUARD #1: Now, you're not allowed to enter the room-- aaugh!\nLAUNCELOT: O fair one, behold your humble servant Sir Launcelot of Camelot. I have come to take y-- Oh, I'm terribly sorry.\nHERBERT: You got my note!\nLAUNCELOT: Uh, well, I-- I got a-- a note.\nHERBERT: You've come to rescue me!\nLAUNCELOT: Uh, well, no. You see, I hadn't--\nHERBERT: I knew someone would. I knew that somewhere out there... [music] \nLAUNCELOT: Well, I--\nHERBERT: ... there must be... someone...\nFATHER: Stop that! Stop that! Stop it! Stop it! Who are you?\nHERBERT: I'm your son!\nFATHER: No, not you.\nLAUNCELOT: Uh, I am Sir Launcelot, sir.\nHERBERT: He's come to rescue me, Father.\nLAUNCELOT: Well, let's not jump to conclusions.\nFATHER: Did you kill all those guards?\nLAUNCELOT: Uh... Oh, yes. Sorry.\nFATHER: They cost fifty pounds each!\nLAUNCELOT: Well, I'm awfully sorry. Um, I really can explain everything.\nHERBERT: Don't be afraid of him, Sir Launcelot. I've got a rope all ready.\nFATHER: You killed eight wedding guests in all!\nLAUNCELOT: Well, uh, you see, the thing is, I thought your son was a lady.\nFATHER: I can understand that.\nHERBERT: Hurry, Sir Launcelot! Hurry!\nFATHER: Shut up! You only killed the bride's father, that's all!\nLAUNCELOT: Well, I really didn't mean to...\nFATHER: Didn't mean to?! You put your sword right through his head!\nLAUNCELOT: Oh, dear. Is he all right?\nFATHER: You even kicked the bride in the chest! This is going to cost me a fortune!\nLAUNCELOT: Well, I can explain. I was in the forest, um, riding north from Camelot, when I got this note, you see--\nFATHER: Camelot? Are you from, uh, Camelot?\nHERBERT: Hurry, Sir Launcelot!\nLAUNCELOT: Uh, I am a Knight of King Arthur, sir.\nFATHER: Very nice castle, Camelot. Uh, very good pig country...\nLAUNCELOT: Is it?\nHERBERT: Hurry! I'm ready!\nFATHER: Would you, uh, like to come and have a drink?\nLAUNCELOT: Well, that-- that's, uh, awfully nice of you, ...\nHERBERT: I am ready!\nLAUNCELOT: ... um, I mean to be so understanding. [thonk] Um, ... [woosh] \nHERBERT: Oooh!\nLAUNCELOT: ... I'm afraid when I'm in this idiom, I sometimes get a bit, uh, sort of carried away.\nFATHER: Oh, don't worry about that.\nHERBERT: Oooh! [splat] \nSCENE 17:\nGUESTS: [crying] \nFATHER: Well, this is the main hall. We're going to have all this knocked through, and made into one big, uh, living room.\nGUEST: There he is!\nFATHER: Oh, bloody hell.\nLAUNCELOT: Ha ha ha! Hey! Ha ha!\nFATHER: Hold it! Stop it! Hold it! Hold it! Hold it! Hold it! Hold it! Please!\nLAUNCELOT: Sorry. Sorry. You see what I mean? I just get carried away. I'm really most awfully sorry. Sorry! Sorry, everyone.\nGUEST #1: He's killed the best man!\nGUESTS: [yelling] \nFATHER: Hold it! Hold it! Please! Hold it! This is Sir Launcelot from the Court of Camelot, a very brave and influential knight, and my special guest here today.\nLAUNCELOT: Hello.\nGUEST: He killed my auntie!\nGUESTS: [yelling] \nFATHER: Please! Please! This is supposed to be a happy occasion! Let's not bicker and argue about who killed who. We are here today to witness the union of two young people in the joyful bond of the holy wedlock. Unfortunately, one of them, my son Herbert, has just fallen to his death.\nGUESTS: Oh! Oh no!\nFATHER: But I don't want to think I've not lost a son, so much as... gained a daughter! [clap clap clap] For, since the tragic death of her father--\nGUEST #2: He's not quite dead!\nFATHER: Since the near fatal wounding of her father--\nGUEST #2: He's getting better!\nFATHER: For, since her own father, who, when he seemed about to recover, suddenly felt the icy hand of death upon him.\nBRIDE'S FATHER: Uugh!\nGUEST #2: Oh, he's died!\nFATHER: And I want his only daughter to look upon me as her old dad, in a very real, and legally binding sense. [clap clap clap] And I feel sure that the merger-- er, the union between the Princess and the brave, but dangerous, Sir Launcelot of Camelot--\nLAUNCELOT: What?\nGUEST #2: Look! The dead Prince!\nGUESTS: Oooh! The dead Prince!\nCONCORDE: He's not quite dead.\nHERBERT: No, I feel much better.\nFATHER: You fell out of the Tall Tower, you creep!\nHERBERT: No, I was saved at the last minute.\nFATHER: How?!\nHERBERT: Well, I'll tell you. [music] \nFATHER: Not like that! Not like that! No! Stop it!\nGUESTS: [singing] He's going to tell! He's going to tell! ...\nFATHER: Shut uuup!\nGUESTS: [singing] He's going to tell! ...\nFATHER: Shut up!\nGUESTS: [singing] He's going to tell! ...\nFATHER: Shut up!\nGUESTS: [singing] He's going to tell! ...\nFATHER: Not like that!\nGUESTS: [singing] He's going to tell! He's going to tell! He's going to tell! He's going to tell! ...\nCONCORDE: Quickly, sir!\nGUESTS: [singing] He's going to tell! ...\nCONCORDE: Come this way!\nGUESTS: [singing] He's going to tell! He's going to tell! ...\nLAUNCELOT: No! It's not right for my idiom!\nGUESTS: [singing] He's going to tell about his great escape...\nLAUNCELOT: I must escape more... [sigh] \nGUESTS: [singing] Oh, he fell a long, long way...\nCONCORDE: Dramatically, sir?\nLAUNCELOT: Dramatically!\nGUESTS: [singing] But he's here with us today...\nLAUNCELOT: Heee! Hoa! [crash] Hoo!\nGUESTS: [singing] What a wonderful escape!\nLAUNCELOT: Excuse me. Could, uh-- could somebody give me a push, please\nSCENE 18: [King Arthur music] [clop clop clop] [rewr! rewr! rewr! rewr! rewr! rewr!] \nARTHUR: Old crone! [rewr!] [music stops] Is there anywhere in this town where we could buy a shrubbery? [dramatic chord] \nOLD CRONE: Who sent you?\nARTHUR: The Knights Who Say 'Ni'.\nCRONE: Aggh! No! Never! We have no shrubberies here.\nARTHUR: If you do not tell us where we can buy a shrubbery, my friend and I will say... we will say... 'ni'.\nCRONE: Agh! Do your worst!\nARTHUR: Very well! If you will not assist us voluntarily, ... ni!\nCRONE: No! Never! No shrubberies!\nARTHUR: Ni!\nCRONE: [cough] \nBEDEVERE: Nu!\nARTHUR: No, no, no, no...\nBEDEVERE: Nu!\nARTHUR: No, it's not that, it's 'ni'.\nBEDEVERE: Nu!\nARTHUR: No, no-- 'ni'. You're not doing it properly. No.\nBEDEVERE: Ni!\nARTHUR and BEDEVERE: Ni!\nARTHUR: That's it. That's it. You've got it.\nARTHUR and BEDEVERE: Ni!\nCRONE: Ohh!\nBEDEVERE: Ni!\nARTHUR: Ni!\nCRONE: Agh!\nBEDEVERE: Ni!\nARTHUR: Ni!\nBEDEVERE: Ni!\nARTHUR: Ni!\nBEDEVERE: Ni!\nROGER THE SHRUBBER: Are you saying 'ni' to that old woman?\nARTHUR: Erm, yes.\nROGER: Oh, what sad times are these when passing ruffians can 'ni' at will to old ladies. There is a pestilence upon this land. Nothing is sacred. Even those who arrange and design shrubberies are under considerable economic stress at this period in history.\nARTHUR: Did you say 'shrubberies'?\nROGER: Yes. Shrubberies are my trade. I am a shrubber. My name is Roger the Shrubber. I arrange, design, and sell shrubberies.\nBEDEVERE: Ni!\nARTHUR: No! No, no, no! No\nSCENE 19:\nARTHUR: O Knights of Ni, we have brought you your shrubbery. May we go now?\nHEAD KNIGHT: It is a good shrubbery. I like the laurels particularly. But there is one small problem.\nARTHUR: What is that?\nHEAD KNIGHT: We are now... no longer the Knights Who Say 'Ni'.\nKNIGHTS OF NI: Ni! Shh!\nHEAD KNIGHT: Shh! We are now the Knights Who Say 'Ecky-ecky-ecky-ecky-pikang-zoop-boing-goodem-zoo-owli-zhiv'.\nRANDOM: Ni!\nHEAD KNIGHT: Therefore, we must give you a test.\nARTHUR: What is this test, O Knights of-- Knights Who 'Til Recently Said 'Ni'?\nHEAD KNIGHT: Firstly, you must find... another shrubbery! [dramatic chord] \nARTHUR: Not another shrubbery!\nRANDOM: Ni!\nHEAD KNIGHT: Then, when you have found the shrubbery, you must place it here beside this shrubbery, only slightly higher so you get the two-level effect with a little path running down the middle.\nKNIGHTS OF NI: A path! A path! A path! Ni! Shh! Ni! Ni! Ni! Shh! Shh! ...\nHEAD KNIGHT: Then, when you have found the shrubbery, you must cut down the mightiest tree in the forest... with... a herring! [dramatic chord] \nARTHUR: We shall do no such thing!\nHEAD KNIGHT: Oh, please!\nARTHUR: Cut down a tree with a herring? It can't be done.\nKNIGHTS OF NI: Aaaugh! Aaaugh!\nHEAD KNIGHT: Augh! Ohh! Don't say that word.\nARTHUR: What word?\nHEAD KNIGHT: I cannot tell, suffice to say is one of the words the Knights of Ni cannot hear.\nARTHUR: How can we not say the word if you don't tell us what it is?\nKNIGHTS OF NI: Aaaaugh!\nHEAD KNIGHT: You said it again!\nARTHUR: What, 'is'?\nKNIGHTS OF NI: Agh! No, not 'is'.\nHEAD KNIGHT: No, not 'is'.

You wouldn't get vary far in life not saying 'is'.\nKNIGHTS OF NI: No, not 'is'. Not 'is'.\nBEDEVERE: My liege, it's Sir Robin!\nMINSTREL: [singing] Packing it in and packing it up, And sneaking away and buggering up, And chickening out and pissing off home, Yes, bravely he is throwing in the sponge.\nARTHUR: Sir Robin!\nROBIN: My liege! It's good to see you.\nHEAD KNIGHT: Now he's said the word! \nARTHUR: Surely you've not given up your quest for the Holy Grail?\nMINSTREL: [singing] He is sneaking away and buggering up--\nROBIN: Shut up! No, no. No. Far from it.\nHEAD KNIGHT: He said the word again!\nKNIGHTS OF NI: Aaaaugh!\nROBIN: I was looking for it.\nKNIGHTS OF NI: Aaaaugh!\nROBIN: Uh, here-- here in this forest.\nARTHUR: No, it is far from this place.\nKNIGHTS OF NI: Aaaaugh!\nHEAD KNIGHT: Aaaaugh! Stop saying the word! The word...\nARTHUR: Oh, stop it!\nKNIGHTS OF NI: ... we cannot hear!\nHEAD KNIGHT: Ow! He said it again!\nARTHUR: Patsy!\nHEAD KNIGHT: Wait! I said it! I said it! [clop clop clop] Ooh! I said it again! And there again! That's three 'it's! Ohh!\nKNIGHTS OF NI: Aaaaugh\nNARRATOR: And so, Arthur and Bedevere and Sir Robin set out on their search to find the enchanter of whom the old man had spoken in scene twenty-four. Beyond the forest they met Launcelot and Galahad, and there was much rejoicing.\nKNIGHTS: Yay! Yay! [woosh] \nNARRATOR: In the frozen land of Nador, they were forced to eat Robin's minstrels.\nMINSTREL: [high-pitched] Get back! Eee!\nNARRATOR: And there was much rejoicing.\nKNIGHTS: Yay!\nNARRATOR: A year passed.\nCARTOON CHARACTER: [shivering] \nNARRATOR: Winter changed into Spring.\nCARTOON CHARACTER: Mmm, nice.\nNARRATOR: Spring changed into Summer.\nCARTOON CHARACTER: Oh. Ahh.\nNARRATOR: Summer changed back into Winter.\nCARTOON CHARACTER: Oh?\nNARRATOR: And Winter gave Spring and Summer a miss and went straight on into Autumn.\nCARTOON CHARACTER: Aah. [snap] Oh! Waa!\nNARRATOR: Until one day..\nSCENE 20: [King Arthur music] [clop clop clop] [music stops] [boom] \nKNIGHTS: Eh. Oh. See it? Oh. Oh.\nARTHUR: Knights! Forward! [boom boom boom boom boom] [squeak] [boom boom boom boom] What manner of man are you that can summon up fire without flint or tinder?\nTIM THE ENCHANTER: I... am an enchanter.\nARTHUR: By what name are you known?\nTIM: There are some who call me... Tim?\nARTHUR: Greetings, Tim the Enchanter.\nTIM: Greetings, King Arthur!\nARTHUR: You know my name?\nTIM: I do. [zoosh] You seek the Holy Grail!\nARTHUR: That is our quest. You know much that is hidden, O Tim.\nTIM: Quite. [pweeng boom] [clap clap clap] \nROBIN: Oh.\nARTHUR: Yes, we're-- we're looking for the Holy Grail. Our quest is to find the Holy Grail.\nKNIGHTS: Yeah. Yes. It is. It is. Yeah. Yup. Yup. Hm.\nARTHUR: And so we're-- we're-- we're-- we're looking for it.\nBEDEVERE: Yes, we are.\nGALAHAD: Yeah. \nROBIN: We are. We are.\nBEDEVERE: We have been for some time.\nROBIN: Ages.\nBEDEVERE: Umhm.\nARTHUR: Uh-- uh, so, uh, anything that you could do to, uh-- to help, would be... very... helpful.\nGALAHAD: Look, can you tell us where-- [boom] \nARTHUR: Fine. Um, I don't want to waste any more of your time, but, uh, I don't suppose you could, uh, tell us where we might find a, um-- find a, uh-- a, um-- a, uh--\nTIM: A what...?\nARTHUR: A g-- a-- a g-- a g-- a-- a g--\nTIM: A grail?!\nARTHUR: Yes, I think so.\nROBIN: Y-- y-- yes.\nARTHUR: Yes.\nGALAHAD: Yup.\nKNIGHTS: That's it...\nTIM: Yes!\nROBIN: Oh.\nARTHUR: Oh. Thank you.\nROBIN: Ahh.\nGALAHAD: Oh. Fine.\nARTHUR: Thank you.\nROBIN: Splendid.\nKNIGHTS: Aah... [boom pweeng boom boom] \nARTHUR: Look, um, you're a busy man, uh--\nTIM: Yes, I can help you find the Holy Grail.\nKNIGHTS: Oh, thank you. Oh...\nTIM: To the north there lies a cave-- the cave of Caerbannog-- wherein, carved in mystic runes upon the very living rock, the last words of Olfin Bedwere of Rheged... [boom] ... make plain the last resting place of the most Holy Grail.\nARTHUR: Where could we find this cave, O Tim?\nTIM: Follow. But! Follow only if ye be men of valor, for the entrance to this cave is guarded by a creature so foul, so cruel that no man yet has fought with it and lived! Bones of full fifty men lie strewn about its lair. So, brave knights, if you do doubt your courage or your strength, come no further, for death awaits you all with nasty, big, pointy teeth.\nARTHUR: What an eccentric performance\nSCENE 21: [clop clop clop] [whinny whinny] \nGALAHAD: They're nervous, sire.\nARTHUR: Then we'd best leave them here and carry on on foot. Dis-mount!\nTIM: Behold the cave of Caerbannog!\nARTHUR: Right! Keep me covered.\nGALAHAD: What with?\nARTHUR: W-- just keep me covered.\nTIM: Too late! [dramatic chord] \nARTHUR: What?\nTIM: There he is!\nARTHUR: Where?\nTIM: There!\nARTHUR: What, behind the rabbit?\nTIM: It is the rabbit!\nARTHUR: You silly sod!\nTIM: What?\nARTHUR: You got us all worked up!\nTIM: Well, that's no ordinary rabbit.\nARTHUR: Ohh.\nTIM: That's the most foul, cruel, and bad-tempered rodent you ever set eyes on.\nROBIN: You tit! I soiled my armor I was so scared!\nTIM: Look, that rabbit's got a vicious streak a mile wide; it's a killer!\nGALAHAD: Get stuffed!\nTIM: He'll do you up a treat mate!\nGALAHAD: Oh, yeah?\nROBIN: You mangy scots git!\nTIM: I'm warning you!\nROBIN: What's he do, nibble your bum?\nTIM: He's got huge, sharp-- eh-- he can leap about-- look at the bones!\nARTHUR: Go on, Bors. Chop his head off!\nBORS: Right! Silly little bleeder. One rabbit stew comin' right up!\nTIM: Look! [squeak] \nBORS: Aaaugh! [dramatic chord] [clunk] \nARTHUR: Jesus Christ!\nTIM: I warned you!\nROBIN: I done it again!\nTIM: I warned you, but did you listen to me? Oh, no, you knew it all, didn't you? Oh, it's just a harmless little bunny, isn't it? Well, it's always the same. I always tell them--\nARTHUR: Oh, shut up!\nTIM: Do they listen to me?\nARTHUR: Right!\nTIM: Oh, no...\nKNIGHTS: Charge! [squeak squeak squeak] \nKNIGHTS: Aaaaugh!, Aaaugh!, etc.\nARTHUR: Run away! Run away!\nKNIGHTS: Run away! Run away! ...\nTIM: Ha ha ha ha! Ha haw haw! Ha! Ha ha!\nARTHUR: Right. How many did we lose?\nLAUNCELOT: Gawain.\nGALAHAD: Ector.\nARTHUR: And Bors. That's five.\nGALAHAD: Three, sir.\nARTHUR: Three. Three. And we'd better not risk another frontal assault. That rabbit's dynamite.\nROBIN: Would it help to confuse it if we run away more?\nARTHUR: Oh, shut up and go and change your armor.\nGALAHAD: Let us taunt it! It may become so cross that it will make a mistake.\nARTHUR: Like what?\nGALAHAD: Well... ooh.\nLAUNCELOT: Have we got bows?\nARTHUR: No.\nLAUNCELOT: We have the Holy Hand Grenade.\nARTHUR: Yes, of course! The Holy Hand Grenade of Antioch! 'Tis one of the sacred relics Brother Maynard carries with him! Brother Maynard! Bring up the Holy Hand Grenade!\nMONKS: [chanting] Pie Iesu domine, dona eis requiem. Pie Iesu domine, donaeis requiem. Pie Iesu domine, dona eis requiem. Pie Iesu domine, dona eisrequiem.\nARTHUR: How does it, um-- how does it work?\nLAUNCELOT: I know not, my liege.\nARTHUR: Consult the Book of Armaments!\nBROTHER MAYNARD: Armaments, Chapter Two, verses Nine to Twenty-one.\nSECOND BROTHER: And Saint Attila raised the hand grenade up on high, saying,'O Lord, bless this thy hand grenade that with it thou mayest blow thine enemies to tiny bits, in thy mercy.' And the Lord did grin, and the people did feast upon the lambs and sloths and carp and anchovies and orangutans and breakfast cereals and fruit bats and large chu--\nMAYNARD: Skip a bit, Brother.\nSECOND BROTHER: And the Lord spake, saying, 'First shalt thou take out the Holy Pin. Then, shalt thou count to three, no more, no less. Three shalt be the number thou shalt count, and the number of the counting shall be three. Four shalt thou not count, nor either count thou two, excepting that thou then proceed to three. Five is right out. Once the number three, being the third number, be reached, then lobbest thou thy Holy Hand Grenade of Antioch towards thy foe, who, being naughty in my sight, shall snuff it.'\nMAYNARD: Amen.\nKNIGHTS: Amen.\nARTHUR: Right! One... two... five!\nGALAHAD: Three, sir!\nARTHUR: Three! [angels sing] [boom] \nSCENE 22:\nARTHUR: There! Look!\nLAUNCELOT: What does it say?\nGALAHAD: What language is that?\nARTHUR: Brother Maynard! You are a scholar.\nMAYNARD: It's Aramaic!\nGALAHAD: Of course! Joseph of Arimathea!\nLAUNCELOT: 'Course!\nARTHUR: What does it say?\nMAYNARD: It reads, 'Here may be found the last words of Joseph of Arimathea. He who is valiant and pure of spirit may find the Holy Grail in the Castle of uuggggggh'.\nARTHUR: What?\nMAYNARD: '... the Castle of uuggggggh'.\nBEDEVERE: What is that?\nMAYNARD: He must have died while carving it.\nLAUNCELOT: Oh, come on!\nMAYNARD: Well, that's what it says.\nARTHUR: Look, if he was dying, he wouldn't bother to carve 'aaggggh'. He'd just say it!\nMAYNARD: Well, that's what's carved in the rock!\nGALAHAD: Perhaps he was dictating.\nARTHUR: Oh, shut up. Well, does it say anything else?\nMAYNARD: No. Just, 'uuggggggh'.\nLAUNCELOT: Aauuggghhh.\nARTHUR: Aaauggh.\nBEDEVERE: Do you suppose he meant the Camaaaaaargue?\nGALAHAD: Where's that?\nBEDEVERE: France, I think.\nLAUNCELOT: Isn't there a Saint Aauuuves in Cornwall?\nARTHUR: No, that's Saint Ives.\nLAUNCELOT: Oh, yes. Saint Iiiives.\nKNIGHTS: Iiiiives.\nBEDEVERE: Oooohoohohooo!\nLAUNCELOT: No, no. 'Aauuuuugh', at the back of the throat. Aauuugh.\nBEDEVERE: N-- no. No, no, no, no. 'Oooooooh', in surprise and alarm.\nLAUNCELOT: Oh, you mean sort of a 'aaaah'!\nBEDEVERE: Yes, but I-- aaaaaah!\nARTHUR: Oooh!\nGALAHAD: My God! [dramatic chord] [roar] \nMAYNARD: It's the legendary Black Beast of Aaauugh! [Black Beast of Aaauugh eats BROTHER MAYNARD] \nBEDEVERE: That's it! That's it!\nARTHUR:

Run away!\nKNIGHTS: Run away! [roar] Run away! Run awaaay! Run awaaaaay! [roar] Keep running! [boom] [roar] Shh! Shh! Shh! Shh! Shh! Shh! Shh! Shh! ...\nBEDEVERE: We've lost him. [roar] \nKNIGHTS: Aagh!\nNARRATOR: As the horrendous Black Beast lunged forward, escape for Arthur and his knights seemed hopeless, when suddenly, the animator suffered a fatal heart attack.\nANIMATOR: Ulk! [thump] \nNARRATOR: The cartoon peril was no more. The quest for Holy Grail could continue.\nSCENE 23: [gurgle] \nGALAHAD: There it is!\nARTHUR: The Bridge of Death!\nROBIN: Oh, great.\nARTHUR: Look! There's the old man from scene twenty-four!\nBEDEVERE: What is he doing here?\nARTHUR: He is the keeper of the Bridge of Death. He asks each traveller five questions--\nGALAHAD: Three questions.\nARTHUR: Three questions. He who answers the five questions--\nGALAHAD: Three questions.\nARTHUR: Three questions may cross in safety.\nROBIN: What if you get a question wrong?\nARTHUR: Then you are cast into the Gorge of Eternal Peril.\nROBIN: Oh, I won't go.\nGALAHAD: Who's going to answer the questions?\nARTHUR: Sir Robin!\nROBIN: Yes?\nARTHUR: Brave Sir Robin, you go.\nROBIN: Hey! I've got a great idea. Why doesn't Launcelot go?\nLAUNCELOT: Yes. Let me go, my liege. I will take him single-handed. I shall make a feint to the north-east that s--\nARTHUR: No, no. No. Hang on! Hang on! Hang on! Just answer the five questions--\nGALAHAD: Three questions.\nARTHUR: Three questions as best you can. And we shall watch... and pray.\nLAUNCELOT: I understand, my liege.\nARTHUR: Good luck, brave Sir Launcelot. God be with you.\nBRIDGEKEEPER: Stop! Who would cross the Bridge of Death must answer me these questions three, ere the other side he see.\nLAUNCELOT: Ask me the questions, bridgekeeper. I am not afraid.\nBRIDGEKEEPER: What is your name?\nLAUNCELOT: My name is Sir Launcelot of Camelot.\nBRIDGEKEEPER: What is your quest?\nLAUNCELOT: To seek the Holy Grail.\nBRIDGEKEEPER: What is your favorite color?\nLAUNCELOT: Blue.\nBRIDGEKEEPER: Right. Off you go.\nLAUNCELOT: Oh, thank you. Thank you very much.\nROBIN: That's easy!\nBRIDGEKEEPER: Stop! Who approacheth the Bridge of Death must answer me these questions three, ere the other side he see.\nROBIN: Ask me the questions, bridgekeeper. I'm not afraid.\nBRIDGEKEEPER: What is your name?\nROBIN: Sir Robin of Camelot.\nBRIDGEKEEPER: What is your quest?\nROBIN: To seek the Holy Grail.\nBRIDGEKEEPER: What is the capital of Assyria?\nROBIN: I don't know that! Auuuuuuuugh!\nBRIDGEKEEPER: Stop! What is your name?\nGALAHAD: Sir Galahad of Camelot.\nBRIDGEKEEPER: What is your quest?\nGALAHAD: I seek the Grail.\nBRIDGEKEEPER: What is your favorite color?\nGALAHAD: Blue. No yel-- auuuuuuuugh!\nBRIDGEKEEPER: Hee hee heh. Stop! What is your name?\nARTHUR: It is Arthur, King of the Britons.\nBRIDGEKEEPER: What is your quest?\nARTHUR: To seek the Holy Grail.\nBRIDGEKEEPER: What is the air-speed velocity of an unladen swallow?\nARTHUR: What do you mean? An African or European swallow?\nBRIDGEKEEPER: Huh? I-- I don't know that! Auuuuuuuugh!\nBEDEVERE: How do know so much about swallows?\nARTHUR: Well, you have to know these things when you're a king, you know. [suspenseful music] [music suddenly stops] [intermission] [suspenseful music resumes]\nSCENE 24:\nARTHUR: Launcelot! Launcelot! Launcelot!\nBEDEVERE: Launcelot! Launcelot!\nARTHUR: Launcelot! [police radio] Launcelot!\nBEDEVERE: Launcelot! Launcelot! [angels sing] [singing stops] [ethereal music] \nARTHUR: The Castle Aaagh. Our quest is at an end! God be praised! Almighty God, we thank Thee that Thou hast vouchsafed to us the most holy-- [twong] [baaaa] Jesus Christ! [thud] \nFRENCH GUARD: Allo, dappy English k-niggets and Monsieur Arthur King, who has the brain of a duck, you know. So, we French fellows outwit you a second time!\nARTHUR: How dare you profane this place with your presence! I command you, in the name of the Knights of Camelot, to open the doors of this sacred castle, to which God Himself has guided us!\nFRENCH GUARD: How you English say, 'I one more time, mac, unclog my nose in your direction', sons of a window-dresser! So, you think you could out-clever us French folk with your silly knees-bent running about advancing behaviour?! I wave my private parts at your aunties, you cheesy lot of second hand electric donkey-bottom biters.\nARTHUR: In the name of the Lord, we demand entrance to this sacred castle!\nFRENCH GUARD: No chance, English bed-wetting types. I burst my pimples at you and call your door-opening request a silly thing, you tiny-brained wipers of other people's bottoms!\nARTHUR: If you do not open this door, we shall take this castle by force! [splat] In the name of God and the glory of our-- [splat] \nFRENCH GUARDS: [laughing] \nARTHUR: Agh. Right! That settles it!\nFRENCH GUARD: Yes, depart a lot at this time, and cut the approaching any more or we fire arrows at the tops of your heads and make castanets out of your testicles already! Ha ha haaa ha!\nARTHUR: Walk away. Just ignore them.\nFRENCH GUARD: And now, remain gone, illegitimate-faced bugger-folk! And, if you think you got a nasty taunting this time, you ain't heard nothing yet, dappy English k-nnniggets! Thpppt!\nFRENCH GUARDS: [taunting] \nARTHUR: We shall attack at once!\nBEDEVERE: Yes, my liege!\nARTHUR: Stand by for attack! [exciting music] [music stops] [silence] French persons!\nFRENCH GUARDS: [taunting] ... Dappy! ...\nARTHUR: Today the blood of many a valiant knight shall be avenged. In the name of God, ...\nFRENCH GUARDS: Hoo hoo! Ohh, ha ha ha ha ha! ...\nARTHUR: ... we shall not stop our fight 'til each one of you lies dead, and the Holy Grail returns to those whom God has chosen!\nFRENCH GUARDS: ... Ha ha ha! ...\nARTHUR: Charge!\nARMY OF KNIGHTS: Hooray! [police siren] \nHISTORIAN'S WIFE: Yes. They're the ones. I'm sure.\nINSPECTOR: Come on. Anybody armed must go too.\nOFFICER #1: All right. Come on. Back.\nHISTORIAN'S WIFE: Get that one.\nOFFICER #1: Back. Right away. Just... pull it off. Come on. Come along.\nINSPECTOR: Put this man in the van.\nOFFICER #1: Clear off. Come on.\nBEDEVERE: With whom?\nINSPECTOR: Which one?\nOFFICER #1: Oh-- this one.\nINSPECTOR: Come on. Put him in the van.\nOFFICER #2: Get a blanket.\nOFFICER #1: We have no hospital.\nRANDOM: Ahh. [squeak] \nRANDOM: Ooh.\nOFFICER #1: Come on. Back. Riiight back. Come on!\nOFFICER #2: Run along! Run along!\nOFFICER #1: Pull that off. My, that's an offensive weapon, that is.\nOFFICER #2: Come on. Back with 'em. Back. Right. Come along.\nINSPECTOR: Everything? [squeak] \nOFFICER #1: All right, sonny. That's enough. Just pack that in. [crash] \nCAMERAMAN: Christ!\n"

Well done, and congratulations on finishing Chapter 1! See you in Chapter 2, where you'll begin learning about topic identification!

**CHAPTER 2**

Bag-of-words

* Basic method for finding topics in a text
* Need to first create tokens using tokenization
* ... and then count up all the tokens
* The more frequent a word, the more important it might be
* Can be a great way to determine the significant words in a text

# **Bag-of-words picker**

It's time for a quick check on your understanding of bag-of-words. Which of the below options, with basic nltk tokenization, map the bag-of-words for the following text?

"The cat is in the box. The cat box."

##### **Instructions**

**50 XP**

##### **Possible Answers**

* ('the', 3), ('box.', 2), ('cat', 2), ('is', 1)
* ('The', 3), ('box', 2), ('cat', 2), ('is', 1), ('in', 1), ('.', 1)
* ('the', 3), ('cat box', 1), ('cat', 1), ('box', 1), ('is', 1), ('in', 1)
* ('The', 2), ('box', 2), ('.', 2), ('cat', 2), ('is', 1), ('in', 1), ('the', 1) **(A)**

# **Building a Counter with bag-of-words**

In this exercise, you'll build your first (in this course) bag-of-words counter using a Wikipedia article, which has been pre-loaded as article. Try doing the bag-of-words without looking at the full article text, and guessing what the topic is! If you'd like to peek at the title at the end, we've included it as article\_title. Note that this article text has had very little preprocessing from the raw Wikipedia database entry.

word\_tokenize has been imported for you.

##### **Instructions**

**100 XP**

* Import Counter from collections.
* Use word\_tokenize() to split the article into tokens.
* Use a list comprehension with t as the iterator variable to convert all the tokens into lowercase. The .lower() method converts text into lowercase.
* Create a bag-of-words counter called bow\_simple by using Counter() with lower\_tokens as the argument.
* Use the .most\_common() method of bow\_simple to print the 10 most common tokens.

**# Import Counter**

**from collections import Counter**

**# Tokenize the article: tokens**

**tokens = word\_tokenize(article)**

**# Convert the tokens into lowercase: lower\_tokens**

**lower\_tokens = [token.lower() for token in tokens]**

**# Create a Counter with the lowercase tokens: bow\_simple**

**bow\_simple = Counter(lower\_tokens)**

**# Print the 10 most common tokens**

**print(bow\_simple.most\_common(10))**

<script.py> output:

[(',', 151), ('the', 150), ('.', 89), ('of', 81), ("''", 68), ('to', 63), ('a', 60), ('in', 44), ('and', 41), ('debugging', 40)]
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Text preprocessing with Python

In [1]: from ntlk.corpus import stopwords

In [2]: text = """The cat is in the box. The cat likes the box.

The box is over the cat."""

In [3]: tokens = [w for w in word\_tokenize(text.lower())

if w.isalpha()]

In [4]: no\_stops = [t for t in tokens

if t not in stopwords.words('english')]

In [5]: Counter(no\_stops).most\_common(2)

Out[5]: [('cat', 3), ('box', 3)]

# **Text preprocessing steps**

Which of the following are useful text preprocessing steps?

##### **Answer the question**

**50 XP**

##### **Possible Answers**

* Stems, spelling corrections, lowercase.

press

* Lemmatization, lowercasing, removing unwanted tokens. **(A)**

press

* Removing stop words, leaving in capital words.

press

* Strip stop words, word endings and digits.

press

# **Text preprocessing practice**

Now, it's your turn to apply the techniques you've learned to help clean up text for better NLP results. You'll need to remove stop words and non-alphabetic characters, lemmatize, and perform a new bag-of-words on your cleaned text.

You start with the same tokens you created in the last exercise: lower\_tokens. You also have the Counter class imported.

##### **Instructions**

**100 XP**

* Import the WordNetLemmatizer class from nltk.stem.
* Create a list alpha\_only that contains **only** alphabetical characters. You can use the .isalpha() method to check for this.
* Create another list called no\_stops consisting of words from alpha\_only that **are not** contained in english\_stops.
* Initialize a WordNetLemmatizer object called wordnet\_lemmatizer and use its .lemmatize() method on the tokens in no\_stops to create a new list called lemmatized.
* Create a new Counter called bow with the lemmatized words.
* Lastly, print the 10 most common tokens.

**# Import WordNetLemmatizer**

**from nltk.stem import WordNetLemmatizer**

**# Retain alphabetic words: alpha\_only**

**alpha\_only = [t for t in lower\_tokens if t.isalpha()]**

**# Remove all stop words: no\_stops**

**no\_stops = [t for t in alpha\_only if t not in english\_stops]**

**# Instantiate the WordNetLemmatizer**

**wordnet\_lemmatizer = WordNetLemmatizer()**

**# Lemmatize all tokens into a new list: lemmatized**

**lemmatized = [wordnet\_lemmatizer.lemmatize(t) for t in no\_stops]**

**# Create the bag-of-words: bow**

**bow = Counter(lemmatized)**

**# Print the 10 most common tokens**

**print(bow.most\_common(10))**

<script.py> output:

[('debugging', 40), ('system', 25), ('software', 16), ('bug', 16), ('problem', 15), ('tool', 15), ('computer', 14), ('process', 13), ('term', 13), ('used', 12)]

Creating a gensim dictionary

In [1]: from gensim.corpora.dictionary import Dictionary

In [2]: from nltk.tokenize import word\_tokenize

In [3]: my\_documents = ['The movie was about a spaceship and aliens.',

...: 'I really liked the movie!',

...: 'Awesome action scenes, but boring characters.',

...: 'The movie was awful! I hate alien films.',

...: 'Space is cool! I liked the movie.',

...: 'More space films, please!',]

In [4]: tokenized\_docs = [word\_tokenize(doc.lower())

...: for doc in my\_documents]

In [5]: dictionary = Dictionary(tokenized\_docs)

In [6]: dictionary.token2id

Out[6]:

{'!': 11,

',': 17,

'.': 7,

'a': 2,

'about': 4,

Creating a gensim corpus

In [7]: corpus = [dictionary.doc2bow(doc) for doc in tokenized\_docs]

In [8]: corpus

Out[8]:

[[(0, 1), (1, 1), (2, 1), (3, 1), (4, 1), (5, 1), (6, 1), (7, 1), (8, 1)],

[(0, 1), (1, 1), (9, 1), (10, 1), (11, 1), (12, 1)],

...

]

* gensim models can be easily saved, updated, and reused
* Our dictionary can also be updated
* This more advanced and feature rich bag-of-words can be used in future exercises

# **What are word vectors?**

What are word vectors and how do they help with NLP?

##### **Answer the question**

**50 XP**

##### **Possible Answers**

* They are similar to bags of words, just with numbers. You use them to count how many tokens there are.

press

* Word vectors are sparse arrays representing bigrams in the corpora. You can use them to compare two sets of words to one another.

press

* Word vectors are multi-dimensional mathematical representations of words created using deep learning methods. They give us insight into relationships between words in a corpus. **(A)**

press

* Word vectors don't actually help NLP and are just hype.

press

# **Creating and querying a corpus with gensim**

It's time to apply the methods you learned in the previous video to create your first gensim dictionary and corpus!

You'll use these data structures to investigate word trends and potential interesting topics in your document set. To get started, we have imported a few additional messy articles from Wikipedia, which were preprocessed by lowercasing all words, tokenizing them, and removing stop words and punctuation. These were then stored in a list of document tokens called articles. You'll need to do some light preprocessing and then generate the gensim dictionary and corpus.

##### **Instructions**

**100 XP**

* Import Dictionary from gensim.corpora.dictionary.
* Initialize a gensim Dictionary with the tokens in articles.
* Obtain the id for "computer" from dictionary. To do this, use its .token2id method which returns ids from text, and then chain .get() which returns tokens from ids. Pass in "computer" as an argument to .get().
* Use a list comprehension in which you iterate over articles to create a gensim MmCorpus from dictionary.
  + In the output expression, use the .doc2bow() method on dictionary with article as the argument.
* Print the first 10 word ids with their frequency counts from the fifth document. This has been done for you, so hit 'Submit Answer' to see the results!

# Import Dictionary

from gensim.corpora.dictionary import Dictionary

# Create a Dictionary from the articles: dictionary

dictionary = Dictionary(articles)

# Select the id for "computer": computer\_id

computer\_id = dictionary.token2id.get("computer")

# Use computer\_id with the dictionary to print the word

print(dictionary.get(computer\_id))

# Create a MmCorpus: corpus

corpus = [dictionary.doc2bow(article) for article in articles]

# Print the first 10 word ids with their frequency counts from the fifth document

print(corpus[4][:10])

<script.py> output:

computer

[(0, 88), (23, 11), (24, 2), (39, 1), (41, 2), (55, 22), (56, 1), (57, 1), (58, 1), (59, 3)]

# **Gensim bag-of-words**

Now, you'll use your new gensim corpus and dictionary to see the most common terms per document and across all documents. You can use your dictionary to look up the terms. Take a guess at what the topics are and feel free to explore more documents in the IPython Shell!

You have access to the dictionary and corpus objects you created in the previous exercise, as well as the Python defaultdict and itertools to help with the creation of intermediate data structures for analysis.

* defaultdict allows us to initialize a dictionary that will assign a default value to non-existent keys. By supplying the argument int, we are able to ensure that any non-existent keys are automatically assigned a default value of 0. This makes it ideal for storing the counts of words in this exercise.
* itertools.chain.from\_iterable() allows us to iterate through a set of sequences as if they were one continuous sequence. Using this function, we can easily iterate through our corpus object (which is a list of lists).

The fifth document from corpus is stored in the variable doc, which has been sorted in descending order.

##### **Instructions 1/2**

**50 XP**

* [1](javascript:void(0))
* [2](javascript:void(0))

##### **Instructions 1/2**

**50 XP**

* [1](javascript:void(0))
* [2](javascript:void(0))
* Using the first for loop, print the top five words of bow\_doc using each word\_id with the dictionary alongside word\_count.
  + The word\_id can be accessed using the .get() method of dictionary.
* Create a defaultdict called total\_word\_count in which the keys are all the token ids (word\_id) and the values are the sum of their occurrence across all documents (word\_count).
  + Remember to specify int when creating the defaultdict, and inside the second for loop, increment each word\_id of total\_word\_count by word\_count.

# Save the fifth document: doc

doc = corpus[4]

# Sort the doc for frequency: bow\_doc

bow\_doc = sorted(doc, key=lambda w: w[1], reverse=True)

# Print the top 5 words of the document alongside the count

for word\_id, word\_count in bow\_doc[:5]:

print(dictionary.get(word\_id), word\_count)

# Create the defaultdict: total\_word\_count

total\_word\_count = defaultdict(int)

for word\_id, word\_count in itertools.chain.from\_iterable(corpus):

total\_word\_count[word\_id] += word\_count

<script.py> output:

engineering 91

'' 88

reverse 71

software 51

cite 26

Create a sorted list from the defaultdict, using words across the entire corpus. To achieve this, use the .items() method on total\_word\_count inside sorted().

* Similar to how you printed the top five words of bow\_doc earlier, print the top five words of sorted\_word\_count as well as the number of occurrences of each word across all the documents.

# Save the fifth document: doc

doc = corpus[4]

# Sort the doc for frequency: bow\_doc

bow\_doc = sorted(doc, key=lambda w: w[1], reverse=True)

# Print the top 5 words of the document alongside the count

for word\_id, word\_count in bow\_doc[:5]:

print(dictionary.get(word\_id), word\_count)

# Create the defaultdict: total\_word\_count

total\_word\_count = defaultdict(int)

for word\_id, word\_count in itertools.chain.from\_iterable(corpus):

total\_word\_count[word\_id] += word\_count

# Create a sorted list from the defaultdict: sorted\_word\_count

sorted\_word\_count = sorted(total\_word\_count.items() , key=lambda w: w[1], reverse=True)

# Print the top 5 words across all documents alongside the count

for word\_id , word\_count in sorted\_word\_count[:5]:

print(dictionary.get(word\_id), word\_count)

<script.py> output:

engineering 91

'' 88

reverse 71

software 51

cite 26

'' 1042

computer 594

software 450

`` 345

cite 322

What is tf-idf?

* Term frequency - inverse document frequency
* Allows you to determine the most important words in each document
* Each corpus may have shared words beyond just stopwords
* These words should be down-weighted in importance
* Example from astronomy: "Sky"
* Ensures most common words don't show up as key words
* Keeps document specific frequent words weighted high

# **What is tf-idf?**

You want to calculate the tf-idf weight for the word "computer", which appears five times in a document containing 100 words. Given a corpus containing 200 documents, with 20 documents mentioning the word "computer", tf-idf can be calculated by multiplying term frequency with inverse document frequency.

Term frequency = percentage share of the word compared to all tokens in the document Inverse document frequency = logarithm of the total number of documents in a corpora divided by the number of documents containing the term

Which of the below options is correct?

##### **Instructions**

**50 XP**

##### **Possible Answers**

* (5 / 100) \* log(200 / 20) **(A)**
* (5 \* 100) / log(200 \* 20)
* (20 / 5) \* log(200 / 20)
* (200 \* 5) \* log(400 / 5)

# **Tf-idf with Wikipedia**

Now it's your turn to determine new significant terms for your corpus by applying gensim's tf-idf. You will again have access to the same corpus and dictionary objects you created in the previous exercises - dictionary, corpus, and doc. Will tf-idf make for more interesting results on the document level?

TfidfModel has been imported for you from gensim.models.tfidfmodel.

##### **Instructions 1/2**

**50 XP**

* [1](javascript:void(0))
* [2](javascript:void(0))
* Initialize a new TfidfModel called tfidf using corpus.
* Use doc to calculate the weights. You can do this by passing [doc] to tfidf.
* Print the first five term ids with weights.

# Create a new TfidfModel using the corpus: tfidf

tfidf = TfidfModel(corpus)

# Calculate the tfidf weights of doc: tfidf\_weights

tfidf\_weights = tfidf[doc]

# Print the first five weights

print(tfidf\_weights[:5])

<script.py> output:

[(24, 0.0022836332291091273), (39, 0.0043409401554717324), (41, 0.008681880310943465), (55, 0.011988285029371418), (56, 0.005482756770026296)]

##### **Instructions 2/2**

**50 XP**

* Sort the term ids and weights in a new list from highest to lowest weight. This has been done for you.
* Using your pre-existing dictionary, print the top five weighted words (term\_id) from sorted\_tfidf\_weights, along with their weighted score (weight).

# Create a new TfidfModel using the corpus: tfidf

tfidf = TfidfModel(corpus)

# Calculate the tfidf weights of doc: tfidf\_weights

tfidf\_weights = tfidf[doc]

# Print the first five weights

print(tfidf\_weights[:5])

# Sort the weights from highest to lowest: sorted\_tfidf\_weights

sorted\_tfidf\_weights = sorted(tfidf\_weights, key=lambda w: w[1], reverse=True)

# Print the top 5 weighted words

for term\_id, weight in sorted\_tfidf\_weights[:5]:

print(dictionary.get(term\_id), weight)

<script.py> output:

[(24, 0.0022836332291091273), (39, 0.0043409401554717324), (41, 0.008681880310943465), (55, 0.011988285029371418), (56, 0.005482756770026296)]

reverse 0.4884961428651127

infringement 0.18674529210288995

engineering 0.16395041814479536

interoperability 0.12449686140192663

reverse-engineered 0.12449686140192663

Naive Bayes classifier

* Naive Bayes Model
  + Commonly used for testing NLP classification problems
  + Basis in probability
* Given a particular piece of data, how likely is a particular outcome?
* Examples:
  + If the plot has a spaceship, how likely is it to be sci-fi?
  + Given a spaceship **and** an alien, how likely **now** is it sci-fi?
* Each word from CountVectorizer acts as a feature

# **Text classification models**

Which of the below is the most reasonable model to use when training a new supervised model using text vector data?

##### **Answer the question**

**50 XP**

##### **Possible Answers**

* Random Forests

press

* Naive Bayes (**A)**

press

* Linear Regression

press

* Deep Learning

press

# **Training and testing the "fake news" model with CountVectorizer**

Now it's your turn to train the "fake news" model using the features you identified and extracted. In this first exercise you'll train and test a Naive Bayes model using the CountVectorizer data.

The training and test sets have been created, and count\_vectorizer, count\_train, and count\_test have been computed.

##### **Instructions**

**100 XP**

* Import the metrics module from sklearn and MultinomialNB from sklearn.naive\_bayes.
* Instantiate a MultinomialNB classifier called nb\_classifier.
* Fit the classifier to the training data.
* Compute the predicted tags for the test data.
* Calculate and print the accuracy score of the classifier.
* Compute the confusion matrix. To make it easier to read, specify the keyword argument labels=['FAKE', 'REAL'].

# Import the necessary modules

from sklearn.naive\_bayes import MultinomialNB

from sklearn import metrics

# Instantiate a Multinomial Naive Bayes classifier: nb\_classifier

nb\_classifier = MultinomialNB()

# Fit the classifier to the training data

nb\_classifier.fit(count\_train , y\_train)

# Create the predicted tags: pred

pred = nb\_classifier.predict(count\_test)

# Calculate the accuracy score: score

score = metrics.accuracy\_score(y\_test , pred)

print(score)

# Calculate the confusion matrix: cm

cm = metrics.confusion\_matrix(y\_test , pred , labels = ['FAKE' , 'REAL'])

print(cm)

<script.py> output:

0.893352462936394

[[ 865 143]

[ 80 1003]]

In [1]: count\_train

Out[1]:

<4244x56922 sparse matrix of type '<class 'numpy.int64'>'

with 1119820 stored elements in Compressed Sparse Row format>

In [2]: count\_test

Out[2]:

<2091x56922 sparse matrix of type '<class 'numpy.int64'>'

with 533697 stored elements in Compressed Sparse Row format>

In [3]: count\_vectorizer

Out[3]:

CountVectorizer(analyzer='word', binary=False, decode\_error='strict',

dtype=<class 'numpy.int64'>, encoding='utf-8', input='content',

lowercase=True, max\_df=1.0, max\_features=None, min\_df=1,

ngram\_range=(1, 1), preprocessor=None, stop\_words='english',

strip\_accents=None, token\_pattern='(?u)\\b\\w\\w+\\b',

tokenizer=None, vocabulary=None)

In [4]: y\_train

Out[4]:

2576 FAKE

1539 FAKE

5163 REAL

2615 FAKE

4270 FAKE

2841 REAL

1387 FAKE

5760 REAL

1605 REAL

1644 FAKE

1185 REAL

3132 FAKE

1174 REAL

4488 REAL

4241 FAKE

485 REAL

1077 FAKE

5293 REAL

1788 FAKE

3486 FAKE

1270 REAL

6091 REAL

4757 FAKE

5608 FAKE

947 REAL

4279 REAL

1805 REAL

2188 FAKE

2125 REAL

5942 REAL

...

3595 REAL

2339 REAL

5118 REAL

3287 REAL

3226 FAKE

45 FAKE

1563 FAKE

2041 FAKE

2775 REAL

2394 FAKE

5414 REAL

35 FAKE

5076 FAKE

3019 REAL

5209 REAL

4218 FAKE

1042 FAKE

3269 REAL

4922 FAKE

2441 REAL

1164 REAL

3258 REAL

1328 FAKE

6015 REAL

4596 FAKE

662 REAL

3261 REAL

5883 REAL

2933 REAL

797 REAL

Name: label, Length: 4244, dtype: object

In [5]: y\_test

Out[5]:

4221 REAL

1685 FAKE

3348 REAL

2633 REAL

975 REAL

2235 FAKE

548 FAKE

1367 REAL

5908 REAL

636 REAL

6172 FAKE

1936 REAL

1154 REAL

5027 FAKE

4701 REAL

5022 REAL

4659 FAKE

5335 FAKE

2792 FAKE

1183 FAKE

2489 REAL

1341 FAKE

2159 FAKE

4130 REAL

5995 REAL

4775 FAKE

5346 FAKE

225 FAKE

3056 REAL

1544 REAL

...

2780 REAL

5384 REAL

5678 FAKE

5365 FAKE

6145 FAKE

249 REAL

5647 FAKE

4530 REAL

5985 FAKE

4896 REAL

3413 FAKE

4553 FAKE

833 FAKE

4818 FAKE

1675 REAL

5144 REAL

5486 FAKE

568 FAKE

3455 REAL

5138 FAKE

4876 REAL

4877 REAL

1719 REAL

3402 FAKE

4155 FAKE

3888 REAL

2015 FAKE

5860 REAL

3071 FAKE

4284 REAL

Name: label, Length: 2091, dtype: object

# **Training and testing the "fake news" model with TfidfVectorizer**

Now that you have evaluated the model using the CountVectorizer, you'll do the same using the TfidfVectorizer with a Naive Bayes model.

The training and test sets have been created, and tfidf\_vectorizer, tfidf\_train, and tfidf\_test have been computed. Additionally, MultinomialNB and metrics have been imported from, respectively, sklearn.naive\_bayes and sklearn.

##### **Instructions**

**100 XP**

* Instantiate a MultinomialNB classifier called nb\_classifier.
* Fit the classifier to the training data.
* Compute the predicted tags for the test data.
* Calculate and print the accuracy score of the classifier.
* Compute the confusion matrix. As in the previous exercise, specify the keyword argument labels=['FAKE', 'REAL'] so that the resulting confusion matrix is easier to read.

[**Take Hint (-30 XP)**](javascript:void(0))

# Create a Multinomial Naive Bayes classifier: nb\_classifier

nb\_classifier = MultinomialNB()

# Fit the classifier to the training data

nb\_classifier.fit(tfidf\_train , y\_train)

# Create the predicted tags: pred

pred = nb\_classifier.predict(tfidf\_test)

# Calculate the accuracy score: score

score = metrics.accuracy\_score(y\_test , pred)

print(score)

# Calculate the confusion matrix: cm

cm = metrics.confusion\_matrix(y\_test , pred , labels = ['FAKE' , 'REAL'])

print(cm)

In [1]: dir()

Out[1]:

['CountVectorizer',

'In',

'MultinomialNB',

'Out',

'TfidfVectorizer',

'X\_test',

'X\_train',

'\_',

'\_\_',

'\_\_\_',

'\_\_builtin\_\_',

'\_\_builtins\_\_',

'\_\_name\_\_',

'\_dh',

'\_i',

'\_i1',

'\_ih',

'\_ii',

'\_iii',

'\_oh',

'\_sh',

'df',

'exit',

'get\_ipython',

'metrics',

'pd',

'quit',

'tfidf\_test',

'tfidf\_train',

'tfidf\_vectorizer',

'train\_test\_split',

'y',

'y\_test',

'y\_train']

<script.py> output:

0.8565279770444764

[[ 739 269]

[ 31 1052]]